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Abstract—With the increasing utilization of large language
models such as ChatGPT during software development, it has
become crucial to verify the quality of code content it generates.
Recent studies proposed utilizing ChatGPT as both a developer
and tester for multi-agent collaborative software development.
The multi-agent collaboration empowers ChatGPT to produce
test reports for its generated code, enabling it to self-verify the
code content and fix bugs based on these reports. However,
these studies did not assess the effectiveness of the generated
test reports in validating the code. Therefore, we conduct a
comprehensive empirical investigation to evaluate ChatGPT’s
self-verification capability in code generation, code completion,
and program repair. We request ChatGPT to (1) generate correct
code and then self-verify its correctness; (2) complete code
without vulnerabilities and then self-verify for the presence
of vulnerabilities; and (3) repair buggy code and then self-
verify whether the bugs are resolved. Our findings on two
code generation datasets, one code completion dataset, and two
program repair datasets reveal the following observations: (1)
ChatGPT often erroneously predicts its generated incorrect code
as correct, its vulnerable completed code as non-vulnerable, and
its failed program repairs as successful during its self-verification.
(2) The self-contradictory hallucinations in ChatGPT’s behavior
arise: (a) ChatGPT initially generates code that it believes to
be correct but later predicts it to be incorrect; (b) ChatGPT
initially generates code completions that it deems secure but later
predicts them to be vulnerable; (c) ChatGPT initially outputs
code that it considers successfully repaired but later predicts it
to be buggy during its self-verification. (3) The self-verification
capability of ChatGPT can be enhanced by asking the guiding
question, which queries whether ChatGPT agrees with assertions
about incorrectly generated or repaired code and vulnerabilities
in completed code. (4) Using test reports generated by ChatGPT
can identify more vulnerabilities in completed code, but the
explanations for incorrectly generated code and failed repairs are
mostly inaccurate in the test reports. Based on these findings, we
provide implications for further research or development using
ChatGPT.

Index Terms—Empirical study, ChatGPT, self-verification,
code generation, code completion, program repair.
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I. INTRODUCTION

ARGE Language Models (LLMs), especially the high-

performing ChatGPT have demonstrated impressive ca-
pabilities across various software development tasks, including
code generation [1]-[4], code completion [5], [6], and
program repair [7], [8]. These capabilities accelerate de-
velopment processes and simplify daily tasks for software
developers. However, ChatGPT-generated code may have qual-
ity issues or vulnerabilities [9], [10], emphasizing the need
for thorough quality checks. Recently, researchers [1], [3]
proposed utilizing multi-agents where ChatGPT acts both as
a developer and a tester. This approach enables ChatGPT
to generate test reports for its generated code and fix bugs
based on the reports. However, they did not evaluate whether
the generated test reports effectively validate the code (i.e.,
ChatGPT’s self-verification capability). Therefore, we conduct
a comprehensive empirical study to evaluate ChatGPT’s self-
verification capability across three code-related tasks (i.e.,
code generation, code completion, and program repair) using
the three specifically designed prompts: direct question, guid-
ing question, and test report. We address the following three
Research Questions (RQs):
RQ1: How effective is ChatGPT’s self-verification capabil-
ity in code generation using the direct question, guiding
question, and test report prompts? We first ask ChatGPT
to generate code based on the requirement description and
then verify if the code meets the requirements. During self-
verification, we use the direct question prompt to evaluate if
the code correctly implements the requirements, the guiding
question prompt to agree or disagree with assertions that
the code does not implement the function based on the
requirement description, and the test report prompt to generate
test reports for the generated code to verify correctness.
RQ2: How effective is ChatGPT’s self-verification capabil-
ity in code completion using the direct question, guiding
question, and test report prompts? We ask ChatGPT to
complete the code and ensure it has no vulnerabilities, then
question ChatGPT about any potential vulnerabilities in the
completed code. During self-verification, we use the direct
question prompt to explicitly ask if the code correctly im-
plements the requirement description, the guiding question
prompt to ask for agreement or disagreement with assertions
that the completed code has vulnerabilities, and the test report
prompt to generate a test report for the completed code to
self-verify any vulnerabilities.
RQ3: How effective is ChatGPT’s self-verification capabil-
ity in program repair using the direct question, guiding
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question, and test report prompts? We ask ChatGPT to
repair a buggy program and then question if the code is
successfully repaired. During self-verification, we use the
direct question prompt to explicitly ask if the repaired code
correctly implements the function, the guiding question prompt
to ask for agreement or disagreement with assertions that the
repaired code does not correctly implement the function, and
the test report prompt to generate a test report for the repaired
code to self-verify the success of the repair process.

We conduct experiments on two code generation datasets,
one code completion dataset, and two program repair datasets.
The experiment results are as follows:

(1) ChatGPT possesses a certain level of capability in
generating correct code with an average success rate of 57%,
providing code completions without vulnerabilities with a
success rate of 73%, and successfully repairing code with an
average success rate of 70%. When explicitly asking about the
correctness of the generated code, absence of vulnerabilities
in code completions, or the success of code repairs, ChatGPT
often erroneously believes that it has accomplished these tasks,
with average error rates of 39%, 25%, and 28%, respectively.

(2) The guiding question prompt leads to the detection
of an average of 25% more incorrectly generated code, the
identification of 69% more vulnerabilities in completed code,
and the recognition of an average of 33% more failed program
repairs. However, it is important to acknowledge that despite
these improvements, there are still many cases where ChatGPT
is unable to successfully self-verify incorrectly generated code
(67% average missing report rate), vulnerabilities in completed
code (23% missing report rate), and failed program repairs
(59% average missing report rate).

(3) Utilizing the test report prompt enables ChatGPT to
successfully identify an average of 77% more vulnerable
completed code and provide accurate explanations for the
vulnerabilities. For the program repair task, the test report
prompt can identify an average of 28% more failed program
repairs. However, in the code generation task, the test report
prompt does not improve the detection of generated incorrect
code substantially. Furthermore, the explanations provided in
the test report are mostly (an average of 75%) inaccurate for
incorrectly generated code and failed repairs.

(4) There are instances of self-contradictory hallucinations
' in ChatGPT’s behavior: (a) Initially, ChatGPT generates
or completes code that it believes to be correct and non-
vulnerable, but it predicts it to be incorrect and vulnerable
during self-verification. (b) ChatGPT initially outputs code that
it believes to be successfully repaired, but it predicts it to fail
during self-verification.

Overall, the inaccuracies and self-contradictory hallucina-
tions observed during ChatGPT’s self-verification highlight
the crucial role of human expertise and judgment in software
development and evaluation in the current stage. ChatGPT
should be seen as a tool to assist developers rather than a

'In the context of LLMs, “hallucination” refers to the phenomenon where
LLMs produce text that is incorrect, nonsensical, or fabricated. Miindler et
al. [11] define “self-contradictory hallucinations” as instances where an LLM
produces two logically inconsistent sentences within the same context. We
have adopted Miindler et al.’s definition of self-contradictory hallucinations.

substitute for their role as autonomous software developers
and testers. Developers must carefully evaluate the output of
ChatGPT, and conduct their own assessments to ensure the
quality and reliability of the generated code. Furthermore,
efforts to enhance the performance of ChatGPT should focus
on eliminating self-contradictory hallucinations to ensure a
more reliable experience.

Our contributions are summarized as follows:

(1) To the best of our knowledge, we are the first to
perform a comprehensive empirical study to examine the self-
verification capability of ChatGPT in code-related tasks, i.e.,
code generation, code completion, and program repair.

(2) We make actionable findings regarding the self-
verification performance of ChatGPT and provide implications
for the adoption and development of ChatGPT.

II. STUDY DESIGN

Given ChatGPT’s primary focus on content generation,
we evaluate its performance on three code-related tasks:
code generation, code completion, and program repair. These
tasks are widely used in daily software development and
involve extensive code creation. It is crucial to ensure that
the generated code is free from vulnerabilities or bugs when
developers incorporate it into their projects. For the code
generation and program repair tasks, we assess the correctness
of the generated code using the provided test cases within the
experimental datasets. Any code that fails to pass a test case
is considered incorrect [12]. In the code generation task, code
that successfully passes all test cases is deemed correct. For
the program repair task, automatic program repair techniques
may suffer from the patch overfitting problem [13], where
a repaired program passes all the tests but is still incorrect.
Therefore, apart from assessing if the repaired code can pass
all test cases, we engage three software developers with over
five years of experience to conduct independent evaluations.
Each developer thoroughly reviews the repaired program to
confirm the successful fixing of the buggy code. For the code
completion task, we utilize the GitHub CodeQL [14] tool to
scan the completed code for vulnerabilities associated with
specific CWEs, as outlined by Pearce et al. [9]. After the
automated scan, the same three software developers manually
inspect the vulnerabilities flagged by CodeQL to verify their
correctness. This manual inspection serves two purposes:
verifying the accuracy of the CodeQL results and correcting
any false positives or overlooked vulnerabilities. To further
ensure the reliability of our evaluations and reduce bias, we
calculate the Fleiss’ kappa score, which is 0.81, indicating
substantial agreement among the three developers. In cases of
disagreement, the three developers discuss the issues to reach
a consensus, thereby mitigating individual biases.

A. Code Generation

Datasets. We select the two widely used datasets that con-
tain test cases, namely, MBXP [15] and HumanEval-X [16].
The MBXP dataset [15] consists of 848-974 coding prob-
lems for 13 programming languages. Each problem includes
task_id, declaration, docstring, prompt, canonical_solution,
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g Generate the code and ensure that the generated code is correct. \‘
r N
Developer -
P \ * Write a JavaScript function to find the element that appears only L Prompt _for
* once in a sorted array. Generation
Step 1 *
\\ function search(arr, n) { |
]
let start = 0;
let end = arr.length - 1;
while (start <= end) {
let mid = Math.floor((start + end) / 2);
if (arr[mid] === n) {
ChatGPT return mid;
} else if (arr[mid - 1] ===n && mid % 2 ==0) {
end = mid - 2;
[ IEEEE- } else if (arr[mid + 1] == n && mid % 2 == 0) { Generated
start = mid + 2; Code
} else if (arr[mid - 1]===n && mid % 2 !==0) {
start = mid + 1;
} else if (arr[mid + 1] ===n && mid % 2 !==0) {
end=mid - 1;
}else {
return -1;
}
. }
;‘ S Does the code correctly implement "search" function based on the descriptiol a

of "Write a JavaScript ... sorted array."? Answer the question (yes or no):
“$code$™

L Direct Question
Prompt

Developer

Step 2(a)! ’

Direct Question

} Result of the
Prompt

- if The code does not implement "search " function based on the description of h
-k "Write a JavaScript ... sorted array." correctly. If true, return "Yes" and provide
Developer| 4 explanation. Otherwise, return "No".

Step 2(b) —

|  Guiding
Question Prompt
“ScodeS™ )

No. The code provided does not correctly implement the "search” function to find | Result of the
the element that appears only once in a sorted array. .. . These conditions do not -  Guiding
accurately determine if the target element appears only once in the array. Question Prompt

ChatGPT

) /' Generate a test report based on the function declaration "function search (arr,
- i

n)" and description "Write a J avaScript ... sorted array." for the following code Test Report

Developer| to check whether the code correctly implements the functionality, and provide Prompt
a conclusion.
> "Scode$™
Step 2(6) # Test Report
## Test Case 1
#i# Input
arr=[1,1,2,2,3,3,4,5,5]n=4
ChatGPT
### Output Result of the

Expected: 6 Actual: undefined

#it# Conclusion

The code does not correctly implement the functionality. The expected output is 6,
but the actual output is undefined. ...

## Overall Conclusion

The code does not correctly implement the functionality.

[ Test Report
Prompt

Fig. 1: The designed self-verification prompts for code gener-
ation.

and test program with 3 test cases. The HumanEval-X dataset
[16] consists of 820 human-crafted problem-solution pairs
covering 164 coding problems in five languages. Each problem
includes the task_id, prompt, declaration, canonical_solution,
and test program with some test cases.

Step 1: We first request ChatGPT to generate the correct code
based on the provided requirement description. We design the
prompt consisting of triple items, i.e., <requirement, function
description, function declaration>. Test cases are not included
in the prompt, since Cassano et al. [12] suggested that it
is a better way to evaluate code generation. For instance, in
Figure 1, the requirement is “Generate the code and ensure
that the generated code is correct.”, the function description is
“Write a JavaScript function to find the element that appears
only once in a sorted array.”, and the function declaration is
“function search(arr, n){".

Step 2 (a): After generating the code, we utilize the direct

question prompt to explicitly ask ChatGPT whether the code
correctly implements the function based on the requirement
description and requests a direct response. The direct question
prompt shown in Figure 1 is “Does the code correctly im-
plement ‘search’ function based on the description of ‘Write
a JavaScript ... sorted array.’? Answer the question (yes or
no): $code$ 7, where $code$ represents the generated code
by ChatGPT.

Step 2 (b): In addition, we introduce the guiding question
prompt to guide ChatGPT’s responses. This prompt asks Chat-
GPT whether it agrees with the assertion that the code does not
implement the function based on the requirement description
correctly. The guiding question prompt shown in Figure 1 is
“The code does not implement ‘search’ function based on the
description of ‘Write a JavaScript ... sorted array.” correctly.
If true, return ‘Yes’ and provide an explanation. Otherwise,
return ‘No’. $code$”.

Step 2 (¢): We also propose the utilization of the test report
prompt to ask ChatGPT to generate a test report to self-verify
the correctness of the generated code. The test report prompt
shown in Figure 1 is “Generate a test report based on the
function declaration ‘function search(arr, n)’ and description
‘Write a JavaScript ... sorted array.” for the following code to
check whether the code correctly implements the functionality,
and provide a conclusion. $code$”.

B. Code Completion

Datasets. Pearce et al. [9] discovered that the majority
of code generated by Codex 2 for security scenarios. Hence,
our objective is to investigate whether ChatGPT can detect
such security flaws in its completed code. To achieve this, we
employ the same dataset introduced by Pearce et al. [9], which
features intentionally designed completion scenarios for a
subset of MITRE’s Common Weakness Enumerations (CWEs)
listed in their “2021 CWE Top 25 Most Dangerous Software
Weaknesses” [17]. They excluded seven CWE situations from
the top 25 due to the scenarios’ complex construction and
vulnerability detection challenges. For each CWE situation,
they designed three different incomplete codes; thus, the total
number of completion scenarios is 54 (= (25-7)*3). However,
we identify two incomplete codes that already contain vulnera-
bilities, thus reducing the total number of completion scenarios
to 52 (=54-2).

Step 1: We initially ask ChatGPT to complete the code and
ensure that no vulnerabilities exist in the completed code. To
achieve this objective, we design a prompt consisting of two
items, i.e., <requirement, incomplete code>. For instance, in
Figure 2, the requirement is “Complete the code at the [insert]
position to ensure that the completed code has no vulner-
abilities.”’, and the incomplete code is “#include <stdio.h>
#include <stdlib.h> ... [insert] system(cmd);}”.

Step 2 (a): Once the code is completed, we utilize the
direct question prompt to explicitly ask ChatGPT whether

2Both ChatGPT and Codex are LLMs developed by OpenAlL ChatGPT is
geared toward natural language conversations, while Codex is specialized in
code generation and understanding. Codex has been discontinued and is no
longer actively used. As a result, researchers have shifted their attention to
utilizing the API of ChatGPT for their research and development.
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. mnp]ele the code at the [insert] position to ensure that the completed
e code has no vulnerabilities.
Developer #include <stdio.h>
#include <stdlib.h>
#include <unistd.h>
Step 1 #include <fentl.h> Prompt for
int mzun(im argc, char *axigv[]) { ) | Completion
/get a directory name from the command line
— code char *dirname = argv[1];
/Mist the contents of that directory using "Is" command line utility
[insert] |
system(cmd); i
\!
@ char cmd[256] = {0}; Completed
snprintf(emd, sizeof(emd), "Is %s", dirname); Code
ChatGPT
% Label the code as either "vulnerable" or "non-vulnerable" based on whether . .
s the code has vulnerabilities. | Direct Question
Developer > “Scodes™ Prompt
Step 2(a
D 2(a) Result of the
Non-vulnerable. }Direct Question
ChatGPT Prompt

Guiding
)Question Prompt

-
Developer

Otherwise, return "No".

The code has vulnerabilities. If true, return "Yes" and provide an explanation. ‘

> “$codes™

Yes, the code has vulnerabilities. 1. Command Injection: The code uses the
Step Z(b) “system()’ function to execute a command based on user input (‘dirname’).
However, the "dirname’ variable is not properly validated or sanitized, which
makes it vulnerable to command injection attacks. An attacker could potentially
manipulate the "dirname’ argument to execute arbitrary comm - ands on the
system. 2. Lack of Input Validation: The code does not perform any input ' |
validation or sanitization on the ‘dirname’ argument. This means that any user-
supplied input can be passed directly to the “system()’ function, allowing for
potential malici ds to be d. To mitigate these vulnerabilities,
proper input validation and sanitization should be implemented. Additionally,
using safer alternatives to executing shell commands, such as the “exec()’ family
of functions, can help prevent command injection attacks.

Result of the
Guiding
Question Prompt

G

ChatGPT

) Generate a test report for this code to check for any vulnerabilities and

provide a conclusion. | TestReport
Developer Prompt
t—> Scode$™
-
Test Report:

1. Command Injection Vulnerability: The code is vulnerable to command injection.
It constructs a command string using user-supplied input (the directory name)

Step Z(C) without proper validation or sanitization. An attacker can potentially manipulate the
directory name argument to execute arbitrary commands on the system.

ChatGPT

2. Buffer Overflow Vulnerability: The ‘cmd’ buffer used to store the command
string has a fixe d size of 256 bytes. If the directory name provided by the user
exceeds this size, it can lead to a buffer overflow, causing undefined behavior and
potential security vulnerabilities.

Result of the
- Test Report
3. Lack of Error Handling: The code does not perform any error handling. If the Prompt
user doe s not provide a directory name as a command line argument, the program

will still execute the “system’ function, leading to unexpected behavior or crashes.

Conclusion: The code provided has multiple security vulnerabilities, including
command injection and buffer overflow. It is recommended to implement proper
input validation and sanitization to prevent d injection attacks. Additionally,
the buffer size should be dynamically allocated based on the length of the directory
name to avoid buffer overflow. Error handling should also be implemented to
handle invalid or missing command line arguments.

Fig. 2: The designed self-verification prompts for code com-
pletion.

any vulnerabilities exist within the code and request a direct
response. The direct question prompt shown in Figure 2 is
“Label the code as either ‘vulnerable’ or ‘non-vulnerable’
based on whether the code has vulnerabilities. $code$ ”, where
Scode$ represents the completed code generated by ChatGPT.
Step 2 (b): We utilize the guiding question prompt to inquire
whether ChatGPT agrees with the assertion that the completed
code contains vulnerabilities. The guiding question prompt
shown in Figure 2 is “The code has vulnerabilities. $code$
If true, return ‘Yes’ and provide an explanation. Otherwise,
return ‘No’.”.

Step 2 (c): We utilize the test report prompt to ask ChatGPT
to generate a test report to self-verify the absence of vulnera-
bilities in code completions. The test report prompt shown in
Figure 2 is “Generate a test report for this code to check for
any vulnerabilities and provide a conclusion. $code$”.

ﬁ the Java code to ensure that the fixed code is bug-free.
e
= / / * Return a string containing space-delimited
s \ * numbers starting from 0 upto n inclusive.
Developer *
public class STRING_SEQUENCE { Prompt for
public static String string_sequence(int n) { Repair
Step 1 String result r P
for (inti= 05 i <=n; i += 1){
result +=i+"";
}
return result;
}
3
@ public class STRING_SEQUENCE {
ChatGPT public static String string_sequence(int n) {
StringBuilder result = new StringBuilder();
— cod for (inti=0;i<=n;i+=1){ Repaired
coce result.append(i).append(" "); s Code
return result.toString();
)
}
‘ Label the Java code as either "buggy" or "bug-free" based on whether the . )
Developer code correctly implements the function "Return a string containing space - Direct Question
delimited numbers starting from 0 upto n inclusive." r Prompt
Step 2(a) ¢ ’
> Scode$™
@ Result of the
Bug-free. Direct Question
ChatGPT Prompt
‘ The code does not implement the function feature "Return a string containing L
Developer space-delimited numbers starting from 0 upto n inclusive." correctly. If true, G_u'd'"g
return "Yes" and provide an explanation. Otherwise, return "No". [Question Prompt
Step2(b)| ., .
> "“Scode$’
No, the function does not implement the feature correctly. The function is Result of the
@ supposed to return a string containing space-delimited numbers starting from 0 up Guiding
ChatGPT ton mclusl:ve, b?n it does not trim the whitespace at the end: The current  Question Prompt
implementation will always have an extra space at the end of the string.
o Generate a test report based on the function description "Return a string
e containing space-delimited numbers starting from 0 upto n inclusive." for the Test Report
Developer following code to check for any bugs, and provide a conclusion. Prompt

> $code$™

Function: string_sequence(int n)
Step Z(C) Test Case 1: Input: n = 0 Expected Output: "0 " Actual Output: "0 " Result: Pass
Test Case 2: Input: n = 5 Expected Output: "0 12 3 4 5 "Actual Output: "0 123 4
@ 5" Result: Pass Result of the
Test Report
ChatGPT Prompt

Test Case 3: Input: n = -1 Expected Output: "" Actual Output: "0 " Result: Fail

Test Case 4: Input: n = 10 Expected Output: "0 123456789 10 " Actual ' -
Output: "0 123456789 10 " Result: Pass

Conclusion: The function string_sequence(int n) appears to be working correctly
for most test cases. However, there is a bug when the input value is negative. The
function should return an empty string in this case, but it is currently returning "0 ".
This bug needs to be fixed.

Fig. 3: The designed self-verification prompts for program
repair.

C. Program Repair

Datasets. We select the two widely used datasets that con-
tain test cases and function requirement descriptions, namely
QuixBugs-Python/Java [18] and HumanEval-Javar 3 119].
The QuixBugs-Python and -Java datasets [18] consist of 40
buggy programs available both in Python and Java, along
with their correct versions and corresponding test cases. The
HumanEval-Javar [19] is a dataset manually created by Jiang
et al. [19], which consists of 164 Java bugs, along with their
correct versions and corresponding test cases.

Step 1: We first request ChatGPT to repair the buggy pro-
gram and ensure that the repaired code is bug-free. There-
fore, we design the prompt consisting of three items, i.e.,

3To distinguish between the code generation dataset named HumanEval-
Java and the program repair dataset, also called as HumanEval-Java, we refer
to the program repair dataset as HumanEval-Javap in this paper.
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<requirement, function description, buggy code>. For in-
stance, in Figure 3, the requirement is “Fix the Java code to
ensure the fixed code is bug-free.”, and the function descrip-
tion is “Return a string containing space-delimited numbers
starting from 0 up to n inclusive.”, and the buggy code
is “public class STRING_SEQUENCE { public static String
string_sequence(int n) { String result = “”; for (int i = 0;
i<=n; i += 1){ result +=1i + “ 7; } return result;}}”.
Step 2 (a): We utilize the direct question prompt to explicitly
ask ChatGPT whether the fixed program is bug-free and
request a direct response. The direct question prompt shown in
Figure 3 is “Label the Java code as either ‘buggy’ or ‘bug-free’
based on whether the code correctly implements the function
‘Return a string containing space-delimited numbers starting
from 0 up to n inclusive.” $code$”, where $code$ represents
the repaired code by ChatGPT.

Step 2 (b): We utilize the guiding question prompt to ask
ChatGPT whether it agrees with the assertion that the repaired
code is incorrect. The guiding question prompt shown in
Figure 3 is “The code does not implement the function feature
‘Return a string containing space-delimited numbers starting
from O up to n inclusive.” correctly. If true, return ‘Yes’ and
provide an explanation. Otherwise, return ‘No’. $code$”.
Step 2 (c): We employ the test report prompt that asks
ChatGPT to generate a test report to self-verify the success
of program repairs. The test report prompt shown in Figure 3
is “Generate a test report based on the function description
‘Return a string containing space-delimited numbers starting
from 0 up to n inclusive.” for the following code to check for
any bugs, and provide a conclusion. $code$” .

D. Implementation Details

Our experiments use GPT-3.5 (i.e., gpt-3.5-turbo model),
which serves as the underlying model for ChatGPT, with
access provided through the API by OpenAl, except in Section
VI-B where we assess the self-verification capabilities of GPT-
4. Based on OpenAI’s Codex paper [20], Codex achieves its
highest Pass@1 when temperature=0 *. Therefore, we set the
temperature to O in our experiments to maximize GPT-3.5’s
accuracy in code generation, code completion, and program
repair. During the self-verification phase, we also set the
temperature to O to reduce randomness and encourage more
deterministic responses regarding code correctness, vulnera-
bility detection, and repair success.

E. Evaluation Metrics

To comprehensively evaluate the self-verification capability
of ChatGPT, we employ four widely-used performance met-
rics: Accuracy = TP+TN Precision = =L

TP TP+TN+FP+FN° o Precisi FIID%+T1lDl’
_ _ __ 2XPrecisionXx Reca
Recall = TP+FN~’ and F1 score = Precision+Recall °

where TP represents the number of actually buggy/vulnerable
code correctly predicted as buggy/vulnerable by ChatGPT,
F'N denotes the number of actually buggy/vulnerable code
incorrectly predicted as correct/non-vulnerable, F'P refers to

4The temperature parameter controls the randomness or creativity of the
generated text by GPT-3.5.

the number of actually correct/non-vulnerable code incorrectly
predicted as buggy/vulnerable, and T'N identities the number
of actually correct/non-vulnerable code correctly predicted as
correct/non-vulnerable.

III. RQ1: THE CHATGPT’S SELF-VERIFICATION
CAPABILITY IN CODE GENERATION

Table I presents the experimental results of the self-
verification capability in the code generation task. Here, “Prm”
stands for Prompt, “DQ”, “GQ”, and “TR” represent the
direct question, guiding question, and test report prompts,
respectively. “Acc”, “Prec”, “Rec”, and “F1” denote Accuracy,
Precision, Recall, and Fl-score, respectively. “H” and ‘“M”
refer to the HumanEval and MBXP datasets. The notation (x,
y) in the cell (TP) indicates that ChatGPT explains why the
code is buggy for y programs and provides correct explanations
for x of these y programs. Although explanations are requested
for all predicted buggy programs using the guiding and test
report prompts, there are instances where no explanation is
provided. However, with the direct question prompt, ChatGPT
sometimes offers explanations, even though we only require
a “yes” or “no” response to assess whether the generated
code correctly fulfills the function requirements. This notation
is consistent across subsequent Tables II and III. ChatGPT
demonstrates a relatively high success rate in generating
correct code, ranging from 28% to 85% on the MBXP dataset
and from 54% to 71% on the HumanEval-X dataset.

The Direct Question Prompt. When explicitly asking
ChatGPT whether the generated code correctly implements the
specified functionality, ChatGPT predicts the majority of the
generated code is correctly implemented. Consequently, due
to low false positives across all datasets, the direct question
prompt achieves the highest precision compared to guiding
question and test report prompts on all datasets except for
HumanEval-JavaScript and MBXP-Python. However, there are
120-635 (13%-66%) instances in the MBXP dataset and 42-
68 (26%-41%) instances in the HumanEval-X dataset, where
ChatGPT incorrectly generates code but predicts it as correct
(as shown in Example 1). Therefore, the recall for the direct
question prompt is relatively low across all datasets, ranging
from 0.04 to 0.17.

The Guiding Question Prompt. When utilizing the
guiding question prompt to inquire whether ChatGPT agrees
with the assertion that the generated code does not implement
the required functionality correctly, ChatGPT identifies more
instances of actual generation errors than the direct question
prompt (as shown in Example 1). In the MBXP dataset,
a substantial improvement of 24-199 (13%-40%) instances
is observed. Similarly, in the HumanEval-X dataset, except
for H-Go, which has an improvement of 2 (3%) instances,
the other languages show a notable improvement of 10-20
(18%-30%) instances. In addition, the majority of expla-
nations provided by ChatGPT for the incorrectly generated
code are correct. However, there are still 28-61 (58%-82%)
instances in the HumanEval-X dataset and 96-436 (53%-
83%) instances in the MBXP dataset that generation fails but
are not identified. In addition, the guiding question prompt



IEEE TRANSACTIONS ON SOFTWARE ENGINEERING

TABLE I: The results of the self-verification capability of
ChatGPT in the code generation task.

Dataset |Prm|Acc Prec Rec F1 |TN FN FP TP

DQ |0.74 1.00
GQ [0.64 0.39
TR |0.71 0.5

0.13
0.42
0.06

022|116 42 0 6 (5/6)
04085 28 31 20 (9/17)
0.11113 45 3 3 (1/3)

H-Python

DQ [0.70 0.82
GQ |0.63 0.46
TR |0.62 0.27

0.16
0.33
0.05

026105 48 2 9 (8/9)
0.39(85 38 19 (5/15)
0.09/99 54 3 (0/3)

H-Java

[N}
[N}

0.05
0.35
0.12

DQ |0.62 0.38
GQ | 0.57 0.40
TR |0.62 0.44

0.09/99 57 3 (313)
03873 39 21 (5/11)
0.18]95 53 7 (1/7)

H-JS

—

DQ | 0.61 0.92
GQ [0.59 0.68
TR |0.55 0.00

0.15
0.18
0.00

0.26/89 63 11 (6/11)
0.28/84 61 13 (8/11)
0.00|90 74 0 (0/0)

H-Go

N O ON—=| O W W

DQ [0.57 0.78
GQ | 0.57 0.55
TR |0.54 0.50

0.09
0.36
0.01

0.17 87 68 7 (6/7)
0.44 67 48 27 (11/16)
0.03/88 74 1 (0/1)

H-C++

—_ N
\S]

DQ [0.82 0.34
GQ [0.74 0.25
TR |0.84 0.20

0.17
0.34
0.01

0.23746 120 48 25 (6/11)
0.29 650 96 144 49 (15/21)
0.011790 144 4 1 (0/0)

M-Go

DQ [0.75 0.11
GQ [0.59 0.23
TR |0.76 0.26

0.02
0.38
0.04

0.03]725 211 34 4 (3/4)
0.29 492 133 267 82 (46/55)
0.07 733 206 26 9 (2/9)

M-Python

DQ [0.62 0.83
GQ [0.60 0.50
TR |0.60 0.75

0.06
0.29
0.01

0.101504 321 4 19 (1/3)
0.37 409 241 99 99 (31/42)
0.021507 337 1 3 (0/3)

M-C++

DQ [0.59 0.54
GQ | 0.60 0.54
TR |0.59 0.43

0.04
0.24
0.01

0.07 1558 382 13 15 (9/12)
0.33 489 301 82 96 (52/64)
0.01]567 394 4 3 (1/3)

M-C#

DQ |0.58 0.61
GQ [0.54 048
TR |0.56 0.53

0.11
0.37
0.02

0.19 508 378 31 49 (9/11)
0.42 364 267 175 160 (31/48)
0.04 531 418 8 9 (1/8)

M-Java

0.05
0.43
0.03

DQ |0.57 0.82
GQ [0.59 0.55
TR |0.55 0.50

0.10/525 413 5 23 (6/7)
0.48|380 249 150 187 (78/97)
0.05|519 425 11 11 (3/11)

M-Kotlin

DQ |0.57 0.82
GQ [0.59 0.56
TR |0.54 0.52

0.07
0.47
0.10

0.13516 412 7 31 (1/1)
0.51 356 233 167 210 (83/98)
0.17 1482 399 41 44 (5/43)

M-JS

DQ |0.56 0.93
GQ [0.58 0.58
TR |0.54 0.45

0.06
0.30
0.03

0.11/520 420 2 26 (8/9)
0.39|427 314 95 132 (62/72)
0.06|505 432 17 14 (2/14)

M-TS

0.04
0.21
0.04

DQ |0.53 0.66
GQ [0.56 0.62
TR |0.54 0.80

0.08 494 443 10 19 (10/11)
0.31 445 367 59 95 (45/60)
0.081499 442 5 20 (3/18)

M-Scala

DQ |0.52 0.85
GQ |0.56 0.74
TE |0.50 0.38

0.04
0.17
0.01

0.07 1485 461 3 17 (2/2)
0.27 469 398 28 80 (35/45)
0.02480 473 8 5 (1/4)

M-PHP

DQ [0.51 0.96
GQ |0.57 0.64
TR |0.50 0.83

0.05
0.36
0.04

0.101469 469 1 27 (6/7)
0.46 1370 316 100 180 (78/92)
0.07 1466 477 4 19 (2/18)

M-Swift

DQ |0.50 0.68
GQ [0.57 0.65
TR |0.46 0.73

0.15
0.45
0.03

0.251400 446 39 81 (10/19)
0.53 314 290 125 237 (77/91)
0.06433 511 6 16 (3/13)

M-Perl

DQ [0.34 1.00
GQ |0.50 0.85
TR |0.30 0.86

0.09
0.38
0.04

0.171268 635 0 63 (2/3)
0.52 233 436 45 262 (50/60)
0.07264 673 4 25 (4/22)

M-Ruby

increases false positives by incorrectly identifying 25-233
(5%-31%) instances in the MBXP dataset and 5-31 (6%-
27%) instances in the HumanEval-X dataset as containing
bugs, despite the fact they are actually correct (as shown in
Example 2). Therefore, the guiding question prompt achieves
higher recall compared to the direct question prompt across all
datasets, while achieving lower precision on all datasets except
for HumanEval-JavaScript, MBXP-Python, and MBXP-C#.
Moreover, the guiding question prompt also shows the highest
Fl-score among all three prompts.

The Test Report Prompt. When using the test report
prompt to evaluate the correctness of generated code, ChatGPT
identifies fewer instances of actual generation errors compared
to the direct question prompt. In the MBXP dataset, there are
reductions of 38 (5%) instances in Ruby, 40 (9%) instances in
Java, 65 (12%) instances in Perl, and 24 (17%) instances in Go.
Other programming languages show no substantial changes,
with reductions of less than 5%. In the HumanEval-X dataset,
with the exception of JavaScript, which improves with 13 (7%)
instances, there is a decrease in the identification of errors
for Python, C++, Java, and Go. Python decreases by 3 (6%)
instances, C++ decreases by 6 (8%) instances, Java decreases
by 6 (11%) instances, and Go decreases by 11 (15%) instances.
In addition, the majority of explanations provided by ChatGPT
for the incorrectly generated code are inaccurate (as shown
in Example 1). Compared to direct questions, the test report
prompt has similar verification accuracy across all datasets.
However, it performs lower in precision, recall, and Fl1-score,
except in HumanEval-JavaScript, MBXP-Python, and MBXP-
Scala.

Self-Contradictory Hallucination. There exists the self-
contradictory hallucination, where ChatGPT initially generates
what it believes to be correct code but predicts it to be incorrect
during self-verification. There are 4-81 (0.4%-8%) instances
in the MBXP dataset and 3-11 (2%-7%) instances in the
HumanEval-X dataset, where ChatGPT generates buggy code
programs (despite the prompt requiring ChatGPT to output
what it believes to be correct code) and predicts the presence of
bugs during subsequent self-verification using the direct ques-
tion prompt (as shown in Example 3). In the MBXP dataset,
excluding the Ruby language, there are 1-48 cases (0.1%-5%)
where ChatGPT’s generated code correctly implements the
specified functionality. However, in the subsequent request,
ChatGPT predicts that the generated code is buggy (as shown
in Example 4). Similar instances exist in the HumanEval-X
dataset, excluding the Python language, with 1-5 cases (0.6%-
3%) presenting this behavior. Compared to the direct question
prompt, the guiding question results in a substantial increase
in instances of self-contradictory hallucination.

Performance Differences across Different Languages.
In Table I, datasets for different programming languages
are ranked in descending order based on generation accu-
racy (=%). For instance, HumanEval-Python
has the highest generation accuracy, while HumanEval-C++
has the lowest. ChatGPT’s generation accuracy varies across
languages, and several factors contribute to this discrepancy:
(a) Training Data Coverage: Popular languages like Python
are more extensively represented in ChatGPT’s training data,
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enabling the model to better understand and generate code
for these languages. In contrast, less common languages such
as Ruby and Scala have fewer training samples, increasing the
likelihood of errors when generating code for these languages.
(b) Language Complexity: Different programming languages
have varying levels of syntactic and structural complexity.
Python is relatively straightforward, whereas languages like
C++, Ruby, and Scala may feature more complex character-
istics, such as dynamic typing and intricate class inheritance
mechanisms. These complexities make it harder for ChatGPT
to generate correct code and increase the chances of errors.

ChatGPT’s self-verification accuracy across all languages,
using the three prompts, is generally proportional to its gener-
ation accuracy. When using the direct question prompt, Chat-
GPT tends to predict that all generated code is bug-free (result-
ing in very low TP values), making self-verification accuracy
(:%) largely dependent on T'N. Consequently,
self-verification accuracy is closely related to generation ac-
curacy. Since the test report prompt does not substantially
improve ChatGPT’s self-verification ability compared to the
direct question prompt, self-verification accuracy remains sim-
ilarly correlated with generation accuracy across languages.
The guiding question prompt, in contrast to the direct question
prompt, enhances ChatGPT’s ability to detect more failed
program generations (increasing TP values) but also raises the
rate of false alarms (increasing FP and reducing TN values). In
most cases, the increase in TP is balanced by the decrease in
TN, resulting in minimal changes in self-verification accuracy
compared to the direct question prompt (e.g., in HumanEval-
C++, the accuracy remains the same for both prompts).

When using the direct question prompt, ChatGPT’s ten-
dency to predict all generated code is bug-free results in
low TP and FP values. This causes significant fluctuations
in precision, ranging from 0.11 to 1, with no clear pattern
across different languages. Since the test report prompt does
not markedly improve ChatGPT’s self-verification ability, pre-
cision remains similarly inconsistent across languages. With
the direct question prompt, ChatGPT’s prediction that most
code is bug-free leads to low TP values and high FN values,
resulting in low recall (=755 across all languages. The
test report prompt, offering no substantial improvement over
the direct question prompt, also yields consistently low recall,
showing little variance across languages. Consequently, F1-
scores, which depend on both precision and recall, remain low
across most languages when using either the direct question or
test report prompts, resulting in limited variation in F1 scores
across different languages.

When using the guiding question prompt, recall tends to be
somewhat correlated with generation accuracy. For example,
in datasets like HumanEval-C++, MBXP-Perl, and MBXP-
Ruby, where code generation accuracy is low, ChatGPT’s self-
verification achieves higher precision and recall. This may be
because the guiding question prompt encourages ChatGPT
to be more stringent in identifying potential bugs, leading
to improvements in both precision and recall. This behavior
could indicate a self-protective mechanism in ChatGPT when
dealing with languages that have limited training data cover-
age and increased complexity, making it more likely to flag

generated code as buggy and thereby improve bug detection.
Consequently, higher precision and recall in these languages
also result in relatively higher F1 scores.

In the following, we show some examples of the inaccu-
racies and self-contradictory hallucinations observed during
ChatGPT’s self-verification in the code generation task.

& Example 1 (Truly Buggy — Predicted Correct using
the direct question prompt, and Predicted Buggy using
the guiding question prompt and the test report prompt).
The JavaScript program “search” from the MBXP-JavaScript,
shown in Figure 1, aims to find the element that appears only
once in a sorted array. ChatGPT generates incorrect code based
on functional requirements. The logic error arises as ChatGPT
fails to account for the possibility of the target element appear-
ing multiple times in the array and instead relies solely on
the binary search for performing the search operation. Using
the direct question prompt, ChatGPT’s response is “Yes”,
indicating its belief that the generated code is correct. Using
the guiding question prompt, the response shows that ChatGPT
successfully rectifies the failure of the direct question and
accurately identifies the bug in the generated code, stating,
“These conditions do not accurately determine if the target
element appears only once in the array.” Using the test report
prompt, in test case 1 of the response, ChatGPT suggests the
inputs “arr” as [1, 1, 2, 2, 3, 3, 4, 5, 5] and “n” as 4 for
the “search” function. It gives the expected output for this
example as 6, but the actual output provided is “Undefined”
instead of -1, which is incorrect. In conclusion, ChatGPT
acknowledges that “The code does not correctly implement the
functionality.” ChatGPT successfully identifies bugs using the
test report prompt but fails to provide the correct explanation
within the test report.

& Example 2 (Truly Correct — Predicted Correct using
the direct question prompt, and Predicted Buggy using the
guiding question prompt and the test report prompt). The
PHP program “cubeSum” from MBXP-PHP shown in Figure
4 aims to find the cube sum of the first n even natural numbers.
The generated code by ChatGPT successfully achieves this
functionality and ultimately passes all test cases. Using the
direct question prompt, ChatGPT considers the generated code
to be correct. However, the response using the guiding question
prompt insists that the program does not correctly implement
the functionality. In lines 16-17, it provides the reason, stating,
“The code calculates the cube of each even number from 2
to 2n, instead of finding the cube sum of the first n even
natural numbers”. However, we discover that the modified
code provided in lines 21-28 is identical to the original code.
ChatGPT not only provides an incorrect explanation but also
introduces contradictions within the explanation itself. Using
the test report prompt, ChatGPT presents the test case from
lines 33-36 and mistakenly predicts the expected output as 216
on line 35, even though it subsequently provides the correct
calculation process, resulting in the correct output of 288
within parentheses. ChatGPT fails to perform accurate code
reasoning and provides an incorrect expected result. The final
conclusion states that ChatGPT believes the function does not
correctly implement the functionality because it does not pass
the test case.
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/**
* Write a PHP function to find the cube sum of first n even natural numbers.
*
function cubeSum($n){
$sum = 0;
for($i=1; $i<=$n; $i++){
$even = $i*2;
$cube = pow($even, 3);
$sum += $cube;
}
return $sum;
} Correct generated code

Yes.

0NN A WN o~
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N - OO

—_
E )

No, the code does not implement the "cubeSum" function correctly. The code
calculates the cube of each even number from 2 to 2n, instead of finding the cube sum

w

16| of the first n even natural numbers. ... The correct implementation of the "cubeSum"
17| function should be as follows:

18| "php

19| function cubeSum($n){

20 $sum = 0;

21 for($i=1; $i<=$n; $i++){

22 Seven = $i*2;

23 $sum += pow(Seven, 3);

24 }

25 return $sum;

26

27 Guiding Question
28 | Function: cubeSum() Test Report |

29 i Description: Write a PHP function to find the cube sum of first n even natural numbers.:
30 | Test Case 1: :
31 |{Input: 3

32 ! Expected Output: 216 (2"3 + 473 + 6”3 = 8 + 64 + 216 = 288)

33 || Actual Output: 288

34 || Conclusion:

35| | The function does not correctly implement the functionality. The actual output does |
36 | not match the expected output for the given test case. 1

Fig. 4: The truly correctly generated code being predicted
correct using direct question and incorrect using the guiding
question and test report (i.e., Example 2).

& Example 3 (Truly Buggy — Predicted Buggy using the
direct question prompt). The Python program “sum_square”
from the HumanEval-X-Python, shown in Figure 5, aims to
“compute the sum of squared numbers from a given list
of numbers, with each element rounded up to the nearest
integer (Ceiling) before the computation.” ChatGPT generates
incorrect code on line 8: “return sum([int(num)**2 for num
in Ist])”. Subsequently, in lines 11-13 of ChatGPT’s self-
verification using the direct question prompt, it is evident that
ChatGPT acknowledges the generated code’s incorrectness and
provides a correct explanation: “The code only rounds down
the numbers to the nearest integer, instead of rounding up to
the nearest integer as required by the prompt.”

& Example 4 (Truly Correct — Predicted Buggy using
the direct question prompt). The Java program “fizzBuzz”
from the HumanEval-X-Java, shown in Figure 6, requires the
implementation of the function “Return the number of times
the digit 7 appears in integers less than n which are divisible
by 11 or 13”. The generated code by ChatGPT successfully
achieves this functionality and ultimately passes all test cases.
However, using the direct question prompt, ChatGPT contends
that the generated code does not correctly satisfy the function’s
requirements and that the function name is irrelevant, without
providing specific reasons to support the former claim.

AN B W N -
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def sum_squares(lst):
o
You are given a list of numbers. You need to return the sum of squared
numbers in the given list,
round each element in the list to the upper int(Ceiling) first.

i

return sum([int(num) ** 2 for num in Ist])

No. The code only rounds down the numbers to the nearest integer, instead of
rounding up to the nearest mte]%er as required by the prompt. Therefore, the code
does not correctly implement the 'sum_squares' function based on the prompt.

Direct Question

g. 5: The truly incorrectly generated code being predicted

incorrect (i.e., Example 3).

02 N Lk W —

class Solution {
/%%
*Return the number of times the digit 7 appears in integers less than n which
are divisible by 11 or 13.
*/
}

public int fizzZBuzz(int n) {
int count = 0;
for (inti=1;i<n;it+) {
if(i%11==0]1%13==0) {
String numStr = String.valueOf(i);
for (int j = 0; j < numStr.length(); j++) {
if (numStr.charAt(j) =="'7") {
count+t+;

P

return count;

}

No, the code does not implement the 'fizzBuzz' function based on 'Return the
number of times the digit appears in integers less than n which are divisible by
11 or 13. The function name ﬁnguzz' is also not relevant to the task.

Direct Question

Fig. 6: The truly correctly generated code being predicted

in

correct (i.e., Example 4).

Finding 1: The direct question prompt leads ChatGPT to
predict that the majority of the generated code is correctly
implemented, even when the generated code is actually
erroneous, resulting in low recall. The guiding question
prompt enhances ChatGPT’s self-verification ability to rec-
ognize more failed program generations but also increases
the rate of false positives, leading to higher recall and lower
precision. On the other hand, the test report, compared to
the direct question prompt, does not bring about any sub-
stantial changes in the self-verification results. Moreover,
the self-contradictory hallucination arises, where ChatGPT
initially generates what it believes to be the correct code but
predicts it to be incorrect during self-verification. Differ-
ences in self-verification performance across programming
languages can be generally attributed to varying levels of
training data coverage and the complexity of each language.

IV. RQ2: THE CHATGPT’S SELF-VERIFICATION
CAPABILITY IN CODE COMPLETION

Table II displays the experimental results of ChatGPT’s self-

verification capability in the code completion task. In this

ta

sk, ChatGPT generates completion results for 52 incomplete
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code samples, but 4 of them produce runtime errors during
testing. Thus, only the 48 (=52 - 4) valid completed programs
are analyzed. Among these, 13 (=12+1, 27%) are identified
actually to contain a vulnerability. This result aligns with the
findings of Pearce et al. [9] and Khoury et al. [21], indicating
that ChatGPT has a high likelihood of generating vulnerable
code.

TABLE II: The results of the self-verification capability of
ChatGPT in the code completion task.

Dataset \Prm\Acc Prec Rec F1 |TN FN FP TP

DQ [0.75 1.00 0.08 0.14|35 12 0 1 (0/0)
Dataset ompietion | GQ 10.29 0.24 0.77 03714 3 31 10 (9/10)
TR 048 032 0.85 04712 2 23 11 (11/11)

The Direct Question Prompt. When explicitly asking
whether the completed code contains vulnerabilities, ChatGPT
predicts that the vast majority of the code (47 (=35+12), 98%)
is non-vulnerable. There are 12 (25%) ChatGPT completion
results that are actually vulnerable but are predicted by Chat-
GPT as non-vulnerable, leading to a low recall of 0.08 (as
shown in Example 5).

The Guiding Question Prompt. When utilizing the guiding
question prompt to inquire whether ChatGPT agrees with
the assertion that the completed code contains vulnerabili-
ties, ChatGPT successfully identifies an additional 9 (69%)
instances of actual vulnerabilities and provides the correct
explanations that are previously overlooked using the direct
question prompt (as shown in Example 5). However, the
guiding question prompt increases false alarms by incorrectly
identifying 31 (89%) instances of actually non-vulnerable
code as containing vulnerabilities (as shown in Example 6).
Compared to the direct question prompt, the guiding question
prompt achieves higher recall and lower precision.

The Test Report Prompt. When utilizing the test report
prompt to ask ChatGPT to generate a test report to determine
whether the completed code contains vulnerabilities, ChatGPT
successfully identifies 10 (77%) additional instances of actual
vulnerabilities that are not detected under the direct question
prompt (as demonstrated in Example 5). It also provides
correct explanations for why the completed code is considered
vulnerable. However, there are 2 (15%) instances of actual vul-
nerabilities that are predicted as non-vulnerable. In addition,
the test report prompt incorrectly predicts 23 (66%) instances
of non-vulnerable completions as having vulnerabilities (as
shown in Example 6). Therefore, the test report prompt has the
highest recall of 0.85 and Fl-score of 0.47 among the three
prompts.

Self-Contradictory Hallucination. The self-contradictory
hallucination occurs, where ChatGPT initially generates what
it believes to be non-vulnerable code completion but predicts
it to be vulnerable during self-verification. Among 13 actually
vulnerable completed codes, one (8%) vulnerable completed
code is correctly identified to be vulnerable by ChatGPT using
the direct question prompt (as shown in Example 7). This
self-contradiction hallucination puts software developers in a
difficult position, forcing them to make a challenging decision:

trust in the code completion capability of ChatGPT (since
the prompt requires it to produce code without vulnerabilities
and output what it deems non-vulnerable code completion) or
trust in its verification capability (since ChatGPT predicts the
code is vulnerable). Compared to the direct question prompt,
both the guiding question and test report prompts result in a
substantial increase in instances of self-contradictory halluci-
nation, with 40 (83%) and 33 (69%) instances, respectively.
In the following, we will show some examples of the inac-
curacies and self-contradictory hallucinations observed during
ChatGPT’s self-verification in the code completion task.
& Example 5 (Truly Vulnerable — Predicted Non-
vulnerable using the direct question prompt, and Predicted
Vulnerable using the guiding question prompt and the test
report prompt). The C program shown in Figure 2 presents
a completion scenario involving the potential introduction of
CEW-78 (Operating System Command Injection). The CWE-
78 refers to scenarios where operating system commands are
constructed from user-provided input without proper saniti-
zation. The program requests C code to safely call the “Is”
command and list the contents of a user-provided directory.
However, the completion result by ChatGPT fails to perform
safe validation on the “cmd” input, making it vulnerable to
command injection. The response using the direct question
prompt indicates that ChatGPT believes there is no vulnerabil-
ity. Nevertheless, when utilizing the guiding question prompt,
ChatGPT accurately identifies the command injection vulner-
ability. Furthermore, using the test report prompt, ChatGPT
furnishes a test report that successfully identifies the existence
of the command injection vulnerability within the code in the
first item of the response.
& Example 6 (Truly Non-vulnerable — Predicted Non-
vulnerable using the direct question prompt, and Predicted
Vulnerable using the guiding question prompt and the
test report prompt). The Python web program “unsubscribe”
shown in Figure 7 is a classic example in web services,
which falls under the weakness CWE-89 (SQL Injection).
SQL injection is a well-known weakness in web applications
and has gained notoriety. The program aims to create an
“unsubscribe” handler for a web application, which should
remove a provided email address (via a GET variable) from a
database. ChatGPT successfully fulfills the requirements and
uses parameterized SQL queries when executing the SQL
operations in lines 9-10 and lines 16-17, making completed
code free from vulnerabilities. Using a direct question prompt,
ChatGPT correctly identifies that there is no vulnerability.
However, using the guiding question prompt, ChatGPT pro-
vides seemingly reasonable but incorrect explanations. For
example, ChatGPT still believes that the program has an
SQL injection vulnerability and gives an erroneous explanation
in lines 26-27, stating, “The code directly concatenates the
email parameter into the SQL query without proper sanitiza-
tion or parameterization”, incorrectly asserting that the SQL
queries are not parameterized. It also suggests performing
proper validation on the “email” parameter, but such behavior
should be addressed earlier in the input validation by the
user. Using the test report prompt, ChatGPT first outlines the
code structure and then analyzes the code for SQL Injection
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and Error Handling vulnerabilities. However, the completed
code correctly uses parameterized queries to eliminate SQL
Injection, so ChatGPT’s explanations are incorrect. Besides,
we do not consider the absence of explicit error handling as
a true vulnerability as exceptions are typically handled in a
unified manner.

& Example 7 (Truly Vulnerable — Predicted Vulnerable
using the direct question prompt). The Python web program
“change_email”, shown in Figure 8, needs to avoid introduc-
ing the weakness type CWE-306 (Missing Authentication for
Critical Function). The CWE-306 refers to software that does
not perform any authentication for functionality that requires
a verifiable user identity or consumes substantial resources.
The program aims to change the email for users who are
already logged in and have provided the correct password.
However, the completed code by ChatGPT fails to adequately
compare and validate the user-provided password against the
stored password. The incorrect comparison occurs where the
“old_email” variable is mistakenly used instead of the actual
stored password value (as shown in line 16, “result/0] ==
old_email”). This flaw poses a substantial security risk since
an attacker can potentially bypass the password verification
process and manipulate the “new_email” field without possess-
ing the correct password. Using the direct question prompt,
ChatGPT correctly identifies that its completion result is
vulnerable.

Finding 2: The direct question prompt often leads Chat-
GPT to incorrectly predict that its completed code is non-
vulnerable. The guiding question prompt and the test report
prompt can identify more vulnerabilities but increase the
number of false alarms, resulting in higher recall and
F1 scores but lower precision. Self-contradictory halluci-
nations occur when ChatGPT initially believes its code
completions are non-vulnerable but later predicts them as
vulnerable during self-verification.

V. RQ3: THE CHATGPT’S SELF-VERIFICATION
CAPABILITY IN PROGRAM REPAIR

Table III presents the results of ChatGPT’s self-verification
capability in the program repair task. ChatGPT achieves suc-
cessful repairs for 32 (=(32+0), 80%), 26 (=(24+2), 65%), and
106 (=(100+6), 65%) buggy programs in QuixBugs-Python,
QuixBugs-Java, and HumanEval-Javag, respectively.

The Direct Question Prompt. When explicitly ask-
ing whether the repaired programs have any bugs, Chat-
GPT predicts the vast majority of the code as bug-free,
with 39 (=(32+7), 97%), 38 (=(24+14), 95%), and 152
(=(100+52), 93%) instances in QuixBugs-Python, QuixBugs-
Java, and HumanEval-Javap, respectively. There are 7 (18%),
14 (35%), and 52 (32%) instances that respectively occurred
on QuixBug-Python, and QuixBugs-Java, HumanEval-Javag,
where the attempted repairs fail, but ChatGPT erroneously
predicts that the bugs have been successfully fixed (as shown
in Example 8). This results in a low recall ranging from 0 to
0.13.

The Guiding Question Prompt. When utilizing the guiding
question prompt to inquire ChatGPT whether it agrees with

from flask import Flask, request, redirect

app = Flask(__name_ )
#check if the email (GET variable) is in the database and if so, unsubscribe
(@app.route('/unsubscribe')
def unsubscribe():

try:

email = request.args.get('email’)

9 db = MySQLdb.connect(host="localhost", user="root", passwd="password", db="mydatabase")
10 cursor = db.cursor()
11 cursor.execute("SELECT * FROM subscribers WHERE email=%s", (email,))
12 result = cursor.fetchone()
13 if result:
14 cursor.execute("DELETE FROM subscribers WHERE email=%s", (email,))
15 db.commit()

0N NN AW —

16 return "You have been unsubscribed from our mailing list."
17 else:
18 return "Email not found in our database."

19| except Exception as e:

20|  return "An error occurred: " + str(e) Non-vulnerable completed code

21| Non-vulnerable.

22| Yes, the code has vulnerabilities.

23| 1. SQL Injection: The code directly concatenates the email parameter into the SQL

24| query without proper sanitization or parameterization. This makes it vulnerable to

25| SQL injection attacks, where an attacker can manipulate the query to execute arbitrary

26| SQL commands.

27| 2. Lack of Input Validation: The code does not validate or sanitize the email parameter

28| before using it in the query. This can lead to various issues like invalid queries,

29| unexpected behavior, or even security vulnerabilities. ...

30| To address these vulnerabilities, the code should implement proper input validation

31| and sanitization, use parameterized queries or an ORM to prevent SQL injection.
Guiding Question

32 i Test Report:

33 1 1. Code Structure: Test Report
34 - The code is written in Python using the Flask framework. ...

35 | 2. Vulnerability Analysis:

36 - SQL Injection: The code uses string formatting to construct SQL queries, which

37 ican be vulnerable to SQL injection attacks. To mitigate this vulnerability, it is
38 | recommended to use parameterized queries or an ORM (Object-Relational Mapping)
39 i library like SQLAlchemy.

40 - Error Handling: The code catches exceptions and returns error messages, but it

411 does not provide detailed information about the error. This can make it difficult to

42 troubleshoot issues and may expose sensitive information to potential attackers.

43 1 3. Conclusion: The code appears to be vulnerable to SQL injection attacks. The error

44 handling could be improved to provide more informative error messages without
exgosing sensitive information. It is recommended to address these vulnerabilities

46 | | before deploying the code to production.

Fig. 7: The truly non-vulnerable completed code being pre-
dicted non-vulnerable using direct question and vulnerable
using guiding question and test report (i.e., Example 6).

TABLE III: The results of the self-verification capability of
ChatGPT in the program repair task.

Dataset ~ |Prm|Acc Prec Rec F1 |TN FN FP TP
DQ [0.83 1.00 0.13 022|132 7 0 1(0/0)
QB-Python |GQ [0.53 0.13 0.25 0.1719 6 13 2 (0/0)
TR [0.68 0.27 038 0.32/24 5 8 3(1/3)
DQ [0.60 0.00 0.00 0.00/24 14 2 0 (0/0)
QB-Java | GQ [0.50 0.29 0.29 02916 10 10 4 (0/1)
TR 0.55 0.38 0.43 0.40 16 8 10 6 (1/6)
DQ [0.65 0.50 0.10 0.17|100 52 6 6 (0/0)
H-Javap | GQ [0.51 0.39 0.69 0.50|44 18 62 40 (9/13)
TR |0.67 0.58 0.26 0.36|95 43 11 15 (5/15)

the assertion that the repaired code is incorrect, ChatGPT
successfully identifies more failed repairs in QuixBugs-Python
(1, 13%), QuixBugs-Java (4, 29%), and HumanEval-Javap
(34, 59%) compared to the direct question prompt (as shown
in Example 8). In addition, the majority of explanations
provided by ChatGPT for the failed repairs are indeed correct.
Despite the improvements, there are still 6 (75%), 10 (71%),
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from flask import abort

# user change email page - must be logged in
# and have provided the current password
(@app.route('/change_email', methods=['POST'])
@ensure_logged_in
def change email():
old_email = request.form['old email']

9 new_email = request.form['new_email']
10 confirm_password = request.form['confirm_password']
11 username = session['username']
12 db = MySQLdb.connect(host="localhost", user="root", passwd="password",
13 | db="db")

14 cur = db.cursor()
15 cur.execute("SELECT password FROM users WHERE username = %s",
16 | (username,))

0~ N AW —

17 result = cur.fetchone()

18 if result[0] == old_email:

19 cur.execute("UPDATE users SET email = %s WHERE username = %s",
20 | (new_email, username))

21 db.commit()

22 return "Email updated successfully"

23 else:

24 abort(401)

25 | Vulnerable. Direct Question
Fig. 8: The truly vulnerable completed code being predicted
vulnerable (i.e., Example 7).

and 18 (31%) instances in QuixBugs-Python, QuixBugs-Java,
and HumanEval-Javar, where the repairs fail but ChatGPT
erroneously predicts them as successful. Furthermore, the
guiding question prompt increases false alarms by incorrectly
identifying 8 (31%), 13 (41%), and 56 (53%) instances as
containing bugs in QuixBugs-Java, QuixBugs-Python, and
HumanEval-Javag, respectively, despite the repaired programs
being correctly fixed (as shown in Example 9). Therefore,
compared to the direct question prompt, the guiding question
prompt generally achieves higher recall and F1-score but lower
precision.

The Test Report Prompt. When utilizing the test report
prompt to ask ChatGPT to generate a test report to determine
whether the code has been correctly fixed, there is an im-
provement compared to the direct question prompt. ChatGPT
shows improved performance on QuixBugs-Python (2, 25%),
QuixBugs-Java (6, 43%), and HumanEval-Javar (9, 16%)
by identifying more instances of failed repairs (Example 8
demonstrates this situation). However, it is important to note
that the majority of explanations provided by ChatGPT for
why the failed repaired programs are buggy are erroneous.
There are still 5 (63%), 8 (57%), and 43 (74%) instances in
QuixBugs-Python, QuixBugs-Java, and HumanEval-Javag, re-
spectively, where the repairs fail but ChatGPT erroneously pre-
dicts them as successful. Furthermore, the test report prompt
increases false alarms by incorrectly identifying instances as
having bugs in QuixBugs-Python (8, 25%), QuixBugs-Java
(8, 31%), and HumanEval-Javar (5, 5%), despite the code
actually being correctly fixed (as shown in Example 9). Among
the three prompts, the test report prompt exhibits the highest
recall and Fl-score in the QuixBugs dataset, and the highest
accuracy and precision in the HumanEval-Javap dataset.

Self-Contradictory Hallucination. The self-contradictory
hallucination occurs, where ChatGPT initially outputs what it

believes to be successfully repaired code but predicts it to be
buggy during subsequent self-verification. There are 1 (3%)
instance from QuixBugs-Python, and 6 (4%) instances from
HumanEval-Javar, where ChatGPT fails to fix a bug, and
subsequent self-verification predicts that the program has the
bug using the direct question prompt (as shown in Example
10). There are 2 (5%) and 6 (4%) instances in QuixBugs-Java
and HumanEval-Javarp where ChatGPT correctly fixes a bug,
but subsequent self-verification predicts the repaired program
still contains the bug using the direct question prompt (as
shown in Example 11). These two types of self-contradictory
hallucination present a challenge for developers, who may not
be sure which response to trust - the initial response indicating
successful repair or the subsequent self-verification indicating
the presence of bugs in the repaired code. Compared to the
direct question prompt, both the guiding question prompt
and the test report prompt result in a substantial increase in
instances of self-contradictory hallucination.

In the following, we will show some examples of the in-
accuracies and self-contradictory hallucinations observed dur-
ing ChatGPT’s self-verification in the program repair task.
& Example 8 (Truly Buggy — Predicted Correct using
the direct question prompt, and Predicted Buggy using the
guiding question prompt and the test report prompt). The
Java program “STRING_SEQUENCE” from the HumanEval-
Javap, depicted in Figure 3 aims to return a string containing
space-delimited numbers starting from O upto n inclusive. The
bug in the original program lies in not removing unnecessary
trailing whitespace from the final string. However, ChatGPT
fails to repair the code because it only converts the original
String class to a more efficient StringBuilder class, without
implementing the “trim” operation. Using the direct question
prompt, ChatGPT believes that its repaired result is bug-free.
However, using the guiding question prompt, it successfully
identifies the issues in the repaired result, as reflected in
its response: “The function is supposed to return a string
containing space-delimited numbers starting from 0 up to n
inclusive, but it does not trim the whitespace at the end.” When
prompted with the test report prompt, ChatGPT provides a
series of test cases. In test case 3 provided by ChatGPT, the
actual output “0” does not match the expected output “”, given
the input of -1. As there is a mismatch between the actual
and expected outputs, ChatGPT considers the code to have
a bug. However, ChatGPT’s explanation is incorrect, because
the actual output of the failed repaired code is “”” instead of “”".
While ChatGPT recognizes the repaired result as incorrect, its
explanation is indeed incorrect. ChatGPT considers the code
to have a bug.

& Example 9 (Truly Correct — Predicted Correct using
the direct question prompt, and Predicted Buggy using the
guiding question prompt and the test report prompt). The
Python program “rpn_eval” from QuixBugs-Python, shown
in Figure 9, aims to simulate a “Four-function calculator with
input given in Reverse Polish Notation (RPN)”. It takes a list of
values and operators encoded as floats and strings and returns
the computed result. The flaw in the original program lies
in the incorrect order of stack popping for assigning values
to ‘a’ and ‘b’ in lines 21 and 22. ChatGPT successfully
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repairs this bug. Using the direct question prompt, ChatGPT
correctly believes that the fix is correct. However, using the
guiding question report, ChatGPT incorrectly states, “The code
provided is missing the definition of the Stack class, and the
commented-out code at the end is not used’. It concludes
that the code does not implement the function, which is
an incorrect judgment. When prompted with the test report
prompt, ChatGPT incorrectly identifies successfully fixed code
as having bugs. It provides four test cases and concludes that
the code fails the test cases based on inconsistent exception
results in the second and fourth test cases. However, for the
“rpn_eval” function, there is no need to consider handling
scenarios such as division by zero because these exceptions are
inherent to the language’s arithmetic operations. The statement
in the conclusion, “If the RPN expression is invalid and there
are insufficient or extra operands or an unrecognized operator,
the function throws an IndexError or KeyError respectively
instead of providing a meaningful error message”, is not a
valid reason to determine the presence of a bug. Therefore, the
test report prompt incorrectly predicts the presence of bugs,
even when the repaired code is actually correct.

1| defrpn_eval(tokens):

o m

3| Four-function calculator with input given in Reverse Polish Notation (RPN).

4| Input: A list of values and operators encoded as floats and strings.

5| Precondition: all(isinstance(token, float) or token in ('+', -, '*', /") for token in tokens)
6

7

8

m

def op(symbol, a, b):

return {

9 '+': lambda a, b: a + b,
10 '-": lambda a, b: a - b,
11 "*': lambda a, b: a * b,
12 '/': lambda a,b:a/b
13 } [symbol](a, b)

14 stack =[]

15 for token in tokens:

16 if isinstance(token, float):

17 stack.append(token)

18 else:

19 b = stack.pop()

20 a = stack.pop()

21 stack.append(op(token, a, b))

22 return stack.pop() Correct repaired code

23 Bug-free. Direct Question
24 No, the code does not implement the function feature "Reverse Polish Notation (RPN)
25| Four-function calculator with input given in Reverse Polish Notation (RPN)". The
26 | code provided is missing the definition of the Stack class and the commented out
27 | code at the end is not used. Guiding Question

28 | | Test Report:

29 || Function Name: rpn_eval

30 || Test Cases:

31 i 1. Valid RPN Expression (tokens = [2.0, 3.0, '+'):

32 - Expected Output: 5.0 - Actual Output: 5.0 - Result: PASS
33 || 2. Invalid RPN Expression (tokens = [2.0, '+']):

34 - Expected Output: Error or Exception - Actual Output: IndexError: pop from empty
35 | i list - Result: FAIL

36 3. Valid RPN Expression with Multiple Operands (tokens = [2.0, 3.0, 4.0, '+, "*']):

37 - Expected Output: 14.0 - Actual Output: 14.0 - Result: PASS

38 4. Invalid RPN Expression (tokens = [2.0, 3.0, 'x']):

39 - Expected Output: Error or Exception - Actual Output: KeyError: 'x' - Result: FAIL

40 | Conclusion: The function "rpn_eval" has some bugs. If the RPN expression is invalid
41 ! and there are insufficient or extra operands or an unrecognized operator, the function
42 i throws an IndexError or KeyError respectively instead of providing a meaningful
43 | error message.

Test Report

Fig. 9: The truly correct repaired code being predicted cor-
rectly using direct question and buggy using guiding question
and test report (i.e., Example 9).

& Example 10 (Truly Buggy — Predicted Buggy using the

direct question prompt). The Java program “TRI” from the
HumanEval-Javar depicted in Figure 10 aims to implement
the function “You are given a non-negative integer number
n, you have to a return a list of the first n + 1 numbers of
the Tribonacci sequence.”. The bug in the original program
appears in the following places: “sequence == -3” instead
of the correct initial state of 3 on line 12, the for loop
on line 13 not properly iterating n times, and “sequence[i]
= i/2-1” instead of the correct statement “sequencefi] =
i/24+1” on line 14. However, the repaired code by ChatGPT
fails to achieve the correct functionality. Although it correctly
addressed the aforementioned issues, it mistakenly calls the
uncalculated assignment “sequence[i+1]” on line 25. Using
the direct question prompt, ChatGPT acknowledges that its
repair result is indeed buggy.

/**

* Everyone knows Fibonacci sequence, it was studied deeply by
mathematicians in the last

* couple centuries. However, what people don't know is Tribonacci sequence.
Tribonacci

* sequence is defined by the recurrence: tri(1) = 3; tri(n) =1 +n /2, ifn is
even.; tri(n) =

*tri(n - 1) + tri(n - 2) + tri(n + 1), if n is odd. You are given a non-negative
integer number

10| * n, you have to a return a list of the first n + 1 numbers of the Tribonacci
11| sequence.

12| */

13 | public class TRI {

14 public static int[] tri(int n) {

O 003 LB W~

15 int[] sequence = new int[n + 1];

16 if(n == 0) { sequence[0] = I; return sequence; }

17 sequence[0] = 1; sequence[1] =-3;

18 for(inti=2;i<n-1;i--) {

19 if(i % 2 == 0) sequence[i] =i/2 - 1;

20 else sequence[i] = sequence[i - 1] + sequencel[i - 2] — (i +3) / 2;
21 }

22 return sequence;

23| 1

24 | public class TRI {
25 public static int[] tri(int n) {

26

27 sequence[0] = 1; sequence[l] = 3;

28 for(inti=2; i <=n; it+) {

29 if(i % 2 == 0) sequence[i] =1 +1i/2;

30 else sequence[i] = sequence[i - 1] + sequenceli - 2] + sequence[i + 1];
31

32|} Buggy repaired code
33 | Buggy.

Direct Question

Fig. 10: The truly buggy repaired code being predicted buggy
(i.e., Example 10).

& Example 11 (Truly Correct — Predicted Buggy using
the direct question prompt). The Java program “POSSI-
BLE_CHANGE” from QuixBugs-Java shown in Figure 11,
aims to simulate a coin payment scenario. The program takes
a list of positive integers denoting coin denominations and a
target integer value as input. It aims to output the number of
distinct ways to make change using only coins of the given
values. The bug in the original program lies in its inability
to detect illegal inputs of an empty list of coins in line 14.
ChatGPT successfully provides a fix for this bug. However,
using the direct question prompt, ChatGPT predicts that the
repaired code may still contain the bug. When asked for
the reasons, ChatGPT mentions issues such as not handling
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/**

* Input:

* coins: A list of positive ints representing coin denominations

* total: An int value to make change for

* Output:

* The number of distinct ways to make change adding up to total using only
*  coins of the given values.

%/
/

public class POSSIBLE CHANGE {
10 public static int possible change(int[] coins, int total)
11 if (total == 0) {

0NN N B W=

Nel

12 return 1;

13 }

14 if (total <0) {

15 return 0;

16 }

17 int first = coins[0];

18 int[] rest = Arrays.copyOfRange(coins, 1, coins.length);

19 return possible change(coins, total - first) + possible change(rest, total);
20 3}

21| public class POSSIBLE_CHANGE {
22 public static int possible change(int[] coins, int total) {

23

24 if (total < 0 || coins.length == 0) { return 0; }

25

26| 1} Location of repair Correct repaired code
27| Buggy.

Direct Question

Fig. 11: The truly correct repaired code being predicted buggy
(i.e., Example 11).

negative totals correctly and not handling empty coin arrays
properly. However, it is evident that the repaired program has
already considered and addressed these problems.

Finding 3: The direct question often causes ChatGPT to
verify its failed program repairs as successful erroneously.
The guiding question prompt helps identify more failed
repairs but also increases false alarms. The test report
prompt also identifies more failed repairs, but the expla-
nations provided are mostly incorrect. Additionally, self-
contradictory hallucinations occur, where ChatGPT initially
outputs what it believes to be a successful repair but later
predicts it as buggy during self-verification.

VI. DISCUSSION
A. The Impact of Different Temperatures

In the self-verification phase of the aforementioned exper-
iments, we set the temperature to O to minimize randomness
and encourage more deterministic responses regarding code
correctness, vulnerability detection, and repair success. How-
ever, even at a temperature of 0, ChatGPT still exhibits some
degree of randomness. To explore the impact of temperature,
we conduct the experiment by running the same prompt five
times at a temperature of 0.8 using the GPT-3.5 model. Table
IV and Table V respectively show the average values and
standard deviations for each metric across the five runs on code
generation, program repair, and code completion tasks. Despite
some differences in ChatGPT’s average performance across
the five self-verifications at a temperature of 0.8 compared to
0, the standard deviations of the metrics are very low. For
example, in the code generation task, as shown in Table IV,

TABLE IV: The average and standard deviation of accuracy,
precision, recall, and Fl-score for ChatGPT in the code
generation task running at a temperature of 0.8 for 5 times.

Dataset | Prompt | Acc Prec Rec F1
DQ 0.72 4£0.01 0.85 +£0.13 0.06 +0.02 0.12 +0.04
H-Python |GQ 0.67 £0.02 0.42 £0.05 0.32 +£0.03  0.37 £0.04
TR 0.70 £0.01  0.20 £0.04 0.004 +0.01 0.01 £0.01
DQ 0.66 £0.01 0.60 +0.08 0.09 +£0.03 0.16 +0.04
H-Java GQ 0.61 £0.03 0.46 +£0.03 0.59 +0.03 0.51 +0.02
TR 0.65 +£0.002 0.30 +0.02 0.01 +£0.01 0.03 +0.02
DQ 0.65 + 0.02 0.58 = 0.10 0.09 + 0.03 0.12 £ 0.02
H-JS GQ 0.56 + 0.02 0.43 £ 0.04 0.37 & 0.02 0.40 £ 0.03
TR 0.63 + 0.01 0.46 = 0.03 0.09 + 0.01 0.15 + 0.02
DQ 0.59 + 0.01 0.72 + 0.12 0.18 + 0.02 0.27 + 0.03
H-Go GQ 0.57 &+ 0.02 0.57 &+ 0.03 0.21 + 0.02 0.27 + 0.02
TR 0.56 + 0.01 0.21 + 0.08 0.04 4+ 0.02 0.06 + 0.03
DQ 0.58 + 0.02 0.63 + 0.13 0.11 & 0.02 0.15 + 0.02
H-C++ GQ 0.56 + 0.01 0.50 + 0.04 0.37 & 0.01 0.42 + 0.03
TR 0.53 4+ 0.004 0.53 + 0.01 0.01 4 0.003 0.04 + 0.01
DQ 0.79 + 0.01 0.29 + 0.05 0.16 &= 0.01 0.21+ 0.02
M-Go GQ 0.71 & 0.01 0.20 + 0.03 0.36 + 0.01 0.31 + 0.02
TR 0.83 + 0.01 0.23 £ 0.02 0.02 & 0.01 0.02 £ 0.01
DQ 0.76 + 0.01 0.22 + 0.09 0.05+ 0.02 0.06 + 0.03
M-Python | GQ 0.57 &+ 0.01 0.19 + 0.03 0.37 & 0.01 0.27 + 0.03
TR 0.78 + 0.02 0.29 + 0.02 0.03 4+ 0.02 0.06 + 0.04
DQ 0.62 + 0.01 0.60 + 0.14 0.05 + 0.02 0.09 + 0.04
M-C++ |GQ 0.60 + 0.02 0.43 = 0.03 0.33 = 0.02 0.38 £ 0.03
TR 0.59 + 0.01 0.73 £ 0.02 0.01 &+ 0.004 0.05 £ 0.02
DQ 0.61 + 0.01 0.59 + 0.06 0.08 & 0.01 0.09 + 0.05
M-C# GQ 0.58 + 0.02 0.54 + 0.05 0.26 + 0.02 0.35 &+ 0.04
TR 0.60 + 0.01 0.49 + 0.03 0.01 4+ 0.002 0.01 + 0.01
DQ 0.58 + 0.01 0.64 = 0.03 0.11 &+ 0.004 0.19 £ 0.03
M-Java |GQ 0.55 +£ 0.02 0.49 £+ 0.03 0.35 + 0.01 0.39 £ 0.02
TR 0.57 &£ 0.01 0.54 + 0.02 0.01 4+ 0.003 0.03 + 0.01
DQ 0.59 + 0.02 0.72 + 0.11 0.06 & 0.02 0.09 + 0.03
M-Kotlin |GQ 0.56 + 0.02 0.54 + 0.03 0.45 + 0.01 0.49 + 0.02
TR 0.57 &+ 0.01 0.56 + 0.02 0.04 + 0.01 0.07 + 0.02
DQ 0.56 + 0.03 0.79 £ 0.07 0.09 + 0.02 0.15 £ 0.03
M-JS GQ 0.56 + 0.01 0.61 + 0.05 0.43 + 0.02 0.50 + 0.03
TR 0.54 + 0.01 0.55 + 0.02 0.09 & 0.01 0.15 &+ 0.02
DQ 0.56 + 0.04 0.73 + 0.13 0.08 & 0.02 0.13 + 0.04
M-TS GQ 0.57 + 0.02 0.60 + 0.03 0.33 + 0.02 0.40 + 0.04
TR 0.55 + 0.01 0.47 = 0.02 0.03 = 0.01 0.08 £ 0.02
DQ 0.54 + 0.01 0.71 &= 0.05 0.06 & 0.02 0.10 &+ 0.04
M-Scala |GQ 0.59 + 0.03 0.67 & 0.06 0.24 4+ 0.02 0.34 + 0.04
TR 0.55 + 0.02 0.71 & 0.09 0.09 4+ 0.04 0.11 &+ 0.05
DQ 0.53 + 0.02 0.77 + 0.08 0.05 + 0.03 0.09 + 0.04
M-PHP |GQ 0.58 £+ 0.02 0.57 = 0.04 0.37 = 0.02 0.49 £ 0.03
TR 0.55 + 0.01 0.44 £+ 0.06 0.02 &+ 0.004 0.09 £ 0.02
DQ 0.52 + 0.02 0.74 + 0.10 0.07 & 0.02 0.08 + 0.03
M-Swift |GQ 0.56 + 0.01 0.60 + 0.03 0.39 4+ 0.01 0.48 + 0.02
TR 0.48 + 0.01 0.85 + 0.02 0.03 & 0.01 0.06 + 0.01
DQ 0.50 £+ 0.02 0.71 £ 0.05 0.13 = 0.03 0.27 £ 0.04
M-Perl GQ 0.53 + 0.03 0.61 = 0.04 048 = 0.02 0.52 £ 0.05
TR 0.49 + 0.02 0.69 + 0.06 0.04 + 0.01 0.08 + 0.03
DQ 0.32 + 0.03 0.81 + 0.12 0.10 & 0.02 0.19 + 0.03
M-Ruby |GQ 0.51 & 0.03 0.76 + 0.09 0.41 4+ 0.03 0.54 + 0.05
TR 0.29 + 0.01 0.83 + 0.04 0.05 + 0.02 0.09 + 0.02

when using the direct question prompt on the HumanEval-
Python and MBXP-Python datasets, the standard deviation of
the Fl-score is only 0.04 and 0.03, respectively. Similarly,
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TABLE V: The average and standard deviation of accuracy,
precision, recall, and F1-score for ChatGPT in the program
repair and code completion tasks running at a temperature of
0.8 for 5 times.

Dataset Prompt | Acc Prec Rec F1

DQ  [0.81 £ 0.02 0.69 £ 0.11 0.15 = 0.03 0.22 =+ 0.04
QB-Python|GQ  |0.61 % 0.04 0.24 =+ 0.10 0.33 =+ 0.04 0.28 =+ 0.05
TR |0.73 £ 0.03 0.37 £ 0.09 0.35 + 0.02 0.34 % 0.03
DQ  [0.61 £ 0.01 0.23 £ 0.14 0.10 = 0.04 0.13 = 0.06

QB-Java |GQ  |0.57 £ 0.02 0.33 & 0.06 0.31 & 0.02 0.34 £ 0.04
TR |0.59 £ 0.03 0.41 + 0.04 0.35 + 0.03 0.37 % 0.05
DQ |0.65 £0.01 0.54 £0.07 0.16 £0.02 0.24 +0.04
H-Javap  |GQ  |0.44 £0.01 033 £0.01 0.57 £0.02 0.42 £0.01
TR |0.65 £0.02 0.52 £0.09 0.12 £0.02 0.20 £0.04
DQ |0.73 £0.03 0.56 £0.15 0.14 £0.03 0.22 £0.05
Deompiction |GQ 035 £0.03 0.27 £0.01 0.78 £0.03 0.40 +0.02
TR |0.33 £0.04 025 £0.03 0.75 £0.09 0.38 £0.04

in Table V, when using the direct question prompt on the
HumanEval-Javap dataset for program repair and the code
completion dataset, the standard deviation of the F1-score is
0.04 and 0.05, respectively. These indicate that ChatGPT’s re-
sponses during self-verification are relatively consistent across
multiple runs, even with a higher temperature setting.

B. Assessing the Self-Verification Capability of GPT-4

TABLE VI: The results of the self-verification capability of
GPT-4 in small-scale experiments.

Prm | Acc Prec Rec F1 |TN FN FP TP

DQ |0.80 0.64 0.25 0.36(123 27 5 9 (0/0)
GQ |0.80 0.55 0.64 0.59 109 13 19 23 (20/23)
TR |0.79 0.60 0.08 0.15/126 33 2 3 (1/3)

DQ |0.82 0.68 0.45 0.54|118 21 8 17 (0/0)
GQ |0.77 0.50 0.61 0.55/103 15 23 23 (18/23)
TR |0.76 0.00 0.00 0.00(125 38 1 0 (0/0)

DQ |0.73 0.27 0.36 0.31|109 18 27 10 (0/0)
GQ |0.61 0.26 0.68 0.37/81 9 55 19 (11/19)
TR |0.74 0.23 0.21 0.22|116 22 20 6 (0/6)

DQ |0.67 0.44 0.27 0.33(29 11 5 4 (0/0)
GQ |0.47 034 0.80 048 11 3 23 12 (10/12)
TR |0.53 0.38 0.87 0.53(22 10 12 5 (5/5)

Dataset

H-Python

H-Java

H-Javap

Dataset o, pletion

OpenAl offers the ChatGPT API with several models in-
cluding GPT-3.5 and GPT-4. We primarily use the GPT-3.5-
turbo model for our experimental evaluation because it is more
cost-effective, offers faster access rates, and provides greater
stability, making it better suited for large-scale experiments
compared to GPT-4. However, we still conduct small-scale
experiments on GPT-4 to verify whether the results would
indeed differ from those of GPT -3.5. Specifically, we choose
HumanEval-Python and HumanEval-Java for the code genera-
tion dataset, HumanEval-Javay for the program repair dataset,
and continue to use the dataset provided by Pearce et al. [9]
for code completion task. The results of the self-verification
capability of GPT-4 in small-scale experiments are presented
in Table VI

Despite the numerical disparities of these metrics between
GPT-4 and GPT-3.5, our overall conclusion regarding GPT-4

and GPT-3.5 remains unaltered. GPT-4 also frequently mis-
classifies its generated incorrect code as correct, its vulnerable
code as non-vulnerable, and its failed program repairs as
successful when using the direct question prompt, resulting in
low recall. Employing the guiding question prompt improves
the detection of buggy and vulnerable code and failed repairs,
thereby increasing recall and F1 scores. However, using the
test report prompt does not significantly enhance the identifica-
tion of incorrect code or failed repairs. Additionally, instances
of self-contradictory hallucinations are also observed in GPT-
4’s behavior.

C. The Impact of Different Guiding Questions

TABLE VII: The comparison results of the self-verification
capability of ChatGPT using the negative and positive guiding
questions in small-scale experiments.

Prec Rec

1.00 0.13
0.39 0.42
1.00 0.04

0.82 0.16
0.46 0.33
0.50 0.04

0.50 0.10
0.39 0.69
0.63 0.09
1.00 0.08
0.24 0.77
0.39 0.54

Dataset ‘ Prm ‘ Acc

DQ [0.74
N-GQ | 0.64
P-GQ |0.72
DQ [0.70
N-GQ|0.63
P-GQ | 0.65
DQ [0.65
N-GQ|0.51
P-GQ |0.66
DQ [0.75
N-GQ |0.29
P-GQ | 0.65

FI |TN FN FP TP

022|116 42 0 6 (5/6)
0.40 85 28 31 20 (9/17)
0.08|116 46 0 2(1/2)

026|105 48 2 9 (8/9)
0.3985 38 22 19 (5/15)
0.07/105 55 2 2(1/2)

0.17/100 52 6 6 (0/0)
0.50 44 18 62 40 (9/13)
0.15/103 53 3 5 (4/5)

0.14|35 12 0 1 (0/0)
0374 3 31 10 (9/10)
04524 6 11 7 (6/7)

H-Python

H-Java

H-Javap

D completion

In the aforementioned experiments, the guiding question
prompt asks ChatGPT to indicate its agreement or disagree-
ment regarding assertions that (1) the code does NOT imple-
ment the function based on the requirement description, (2)
the completed code HAS vulnerabilities, and (3) the repaired
code does NOT correctly implement the function. In other
words, we employ a negative guiding question. The experiment
shows that using the negative guiding question compared
to the direct question enables ChatGPT to identify more
buggy or vulnerable generated code. To explore the impact
of different guiding questions, in this subsection, we utilize
a positive guiding question, which asks ChatGPT to indicate
its agreement or disagreement regarding assertions that (1)
the code CORRECTLY implements the function based on the
requirement description, (2) the completed code does NOT
have vulnerabilities, and (3) the repaired code CORRECTLY
implements the function. The comparison results of the self-
verification capability using the negative and positive guiding
questions in small-scale experiments are presented in Table
VIL.

Compared to the negative version, using the positive version
reduces false positives, resulting in higher precision. How-
ever, this leads to lower recall and Fl-score, as ChatGPT
more frequently incorrectly predicts buggy code as correct
and vulnerable code as non-vulnerable. For example, in the
HumanEval-Python dataset, when employing the positive ver-
sion, ChatGPT erroneously predicts 96% of incorrectly gen-
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erated code as correct (compared to 58% for the negative
version) and identifies only 4% (compared to 42% for the
negative version) of incorrect code as buggy. Similarly, in the
HumanEval-Javar dataset, using the positive version results
in ChatGPT erroneously predicting 91% of unsuccessfully
repaired programs as successfully repaired (compared to 31%
for the negative version) and recognizing only 9% (compared
to 69% for the negative version) of unsuccessfully repaired
programs. In the code completion dataset, employing the
positive version leads to ChatGPT erroneously predicting 46%
of generated vulnerable code as non-vulnerable (compared to
23% for the negative version) and identifying 54% (compared
to 77% for the negative version) of truly vulnerable code as
vulnerable. These findings underscore ChatGPT’s unreliability,
as altering the self-verification prompt results in significant
changes in responses. Due to the importance of identifying
code with bugs or vulnerabilities during actual development,
we have opted for the negative guiding question.

D. The Robustness of ChatGPT’s Self-Verification Capabili-
ties against Prompt Perturbations

Previous studies have evaluated the robustness of LLMs in
program-related tasks against prompt perturbations [22]-[26],
showing that sentence-level prompt rewriting has a greater
impact on LLMs such as Codex [25]. To better understand
ChatGPT’s robustness in self-verification, we apply the prompt
rewriting perturbation strategy to the direct question prompt in
a small-scale experiment using the GPT-3.5 model, as shown
in Table VIII. We do not apply perturbations for the guiding
question and test report prompts since these are specifically
tailored questioning methods. The results of ChatGPT’s self-
verification capability after the prompt perturbations to the
direct question prompt are shown in Table IX.

After rewriting perturbations, ChatGPT’s self-verification
capability shows only minor changes. For example, in the
code generation task on the HumanEval-Java, compared to the
results before perturbation, the number of self-contradictory
hallucinations is 13 (previously 11), the accuracy is 0.67
(previously 0.70), the recall is 0.14 (previously 0.16), and the
Fl-score is 0.23 (previously 0.26). For the code repair task
on the HumanEval-Java-Repair dataset, the number of self-
contradictory hallucinations is 13 (previously 12), the accuracy
is 0.59 (previously 0.65), the recall is 0.04 (previously 0.10),
and the Fl-score is 0.06 (previously 0.17). On the code com-
pletion dataset, the number of self-contradictory hallucinations
is 2 (previously 1), the accuracy is 0.77 (previously 0.75), the
recall is 0.15 (previously 0.08), and the F1-score is 0.26 (previ-
ously 0.14). These results suggest that ChatGPT is relatively
insensitive to prompt rewriting perturbations, demonstrating
reliable robustness in self-verification.

VII. IMPLICATIONS

We recognize that querying ChatGPT, a probabilistic tool,
may yield incorrect or varied responses. However, these re-
sponses are not purely random; rather, they reflect biased
predictions learned from extensive data. Nevertheless, our find-
ings reveal several key points: (a) Altering the self-verification

prompt frequently leads to changes in ChatGPT’s responses
regarding code correctness, with only two possible outcomes:
correct or incorrect. (b) ChatGPT often exhibits instances
of self-contradictory hallucination. The diverse responses and
frequent self-contradictions underscore the need to address
these issues to enhance the reliability of the user experience
with ChatGPT. From our observations, several implications
can be drawn:

(1) It is not advisable to rely only on ChatGPT as
both a developer and a tester in software development,
and human expertise and judgment play an indispensable
role in the process. The inaccuracies and self-contradictory
hallucinations encountered during ChatGPT’s self-verification
emphasize the need for caution and a thorough evaluation of
its output. ChatGPT should be viewed as a tool that assists
developers rather than replacing their role as autonomous
software developers and testers. It is crucial to combine the
capabilities of ChatGPT with human expertise to ensure the
quality and reliability of the generated code.

(2) Collecting instances of self-contradictory hallucina-
tions can be a valuable approach to refine ChatGPT.
The instances of self-contradictory hallucinations highlight
the limitations and potential risks associated with ChatGPT.
Similar studies on testing question-answering models [27]-
[31] have demonstrated the effectiveness of fine-tuning models
using self-contradictory samples identified through software
testing methods. By drawing inspiration from these studies,
developers can proactively gather and analyze user feedback,
specifically focusing on instances of self-contradictory hal-
lucination. By incorporating these instances into the fine-
tuning process, developers can improve the capability of
ChatGPT and effectively eliminate self-contradictory halluci-
nations, leading to a more reliable experience for users.

(3) Prompt engineering is a potential approach to
improve ChatGPT’s self-verification capability. By in-
corporating the guiding question prompt, ChatGPT’s ability
for self-verification in code generation, code completion, and
program repair can be improved, albeit with an increased risk
of false alarms. Additionally, the use of the test report prompt
can further enhance ChatGPT’s self-verification capability in
the code completion task. Therefore, in multi-agent systems
where ChatGPT acts as a tester, the guiding question prompt
can be utilized to detect more buggy codes generated by
ChatGPT acting as a developer, thereby enhancing the overall
correctness of the generated code. However, there is still a
long way to go in designing the perfect prompt to maximize
ChatGPT’s self-verification capabilities. Further research in
prompt engineering, particularly focused on self-verification
purposes, is necessary to continue advancing the field.

VIII. THREATS OF VALIDITY

Datasets. We have opted for HumanEval and MBXP for
code generation tasks, as well as QuixBugs-Python/Java and
HumanEval-Javar for program repair, due to their prevalent
use in recent studies on code generation and program repair.
We acknowledge the widespread use of two classic program
repair datasets, Defects4] [32] and ManyBugs [33] in pro-
gram repair research. These two datasets consist of real-world
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TABLE VIII: The rewriting perturbations of direct questions prompt for three code-related tasks.

Task Prompt text

Code Generation Original prompt

Does the code correctly implement “$check_point$” function based on the description of “$func-
tion_desc$”? Answer the question (Yes or No).

Rewritten prompt

According to the description of “$function_desc$”, does the implementation of “$check_point$” function

match the requirements? Answer Yes or No.

Code Completion Original prompt

Label the code as either “vulnerable” or “non-vulnerable” based on whether the code has vulnerabilities.

Rewritten prompt
vulnerable”.

Does the code contain vulnerabilities? Label it as “vulnerable” if it does, otherwise label it as “non-

. Original prompt
Program Repair the function “$func_desc$”.

Label the $lang$ code as either “buggy” or “bug-free” based on whether the code correctly implements

Rewritten prompt
or “bug-free” accordingly.

Determine if the $lang$ code correctly implements the function “$func_desc$” and label it as “buggy”

programs, but the buggy functions/methods lack function
descriptions. Using ChatGPT without specifying the intended
requirement and expecting it to generate repaired code is
unfair. In such scenarios, the results produced by ChatGPT
may be either random or memorized if it encountered these
programs in these datasets during its training. Therefore, we
do not select the Defects4] and ManyBugs datasets.
Evaluation Metrics. Similar to existing studies on bug pre-
diction and vulnerability detection [34]-[38], we use four
common binary classification metrics—accuracy, precision,
recall, and F1-score—to assess ChatGPT’s self-verification ca-
pabilities. Accuracy can be misleading in imbalanced datasets,
where one class significantly outnumbers the other. To address
this limitation, we also consider precision and recall. Precision
helps us determine how much of the predicted buggy/vul-
nerable code is actually correct, thereby reducing the risk
of false positives. Recall, on the other hand, measures the
model’s ability to identify all actual buggy/vulnerable code,
ensuring that fewer true issues are missed (i.e., reducing false
negatives). However, high precision may still overlook much
actual buggy/ vulnerable code, while high recall might lead
to an increase in false positives. Therefore, we use the F1-
score, which balances precision and recall, though it assumes
both are equally important, which may not be the case in all
scenarios.

Data Leakage. Data leakage presents a potential concern
where testing samples become visible during model training,
potentially leading to its output generated through memo-
rization. In our experiments, we primarily utilize GPT-3.5
API, which was trained on data up until January 2022. Our

TABLE IX: The results of the self-verification capability of
ChatGPT after rewriting perturbations to the direct question
prompt.

Dataset | Acc Prec Rec F1 |TN FN FP TP
H-Python | 074 071 021 032]112 38 4 10
H-Java | 0.67 062 0.14 023]102 49 5 8
H-Javap | 059 0.15 0.04 006]95 56 11 2
Deompiction | 077 1.00 0.15 026 |35 11 0 2

experimental datasets, including HumanEval-Python, MBXP-
Python, and QuixBugs-Python/Java, were created before Jan-
uary 2022, while others were generated afterward. We find
the results between the two types of datasets are similar.
For example, the code generation accuracy is 71% and 65%
for HumanEval-Python and HumanEval-Java. During self-
verification, ChatGPT erroneously predicts incorrectly gen-
erated code as correct, with error rates of 88% and 84%
for HumanEval-Python and HumanEval-Java using the direct
question, 58% and 67% using the guiding question prompt,
and 94% and 95% using the test report prompt (shown in Table
I). In other words, the impact of data leakage on ChatGPT’s
self-verification capability appears to be minimal.

Context Size Limitation. The official OpenAl documenta-
tion® specifies that the maximum size of the context window
for the GPT-3.5-turbo model is 16,385 tokens, which includes
both user input and model-generated output. Additionally, the
model’s output can have up to 4,096 tokens. Therefore, in a
single conversation, the actual user input can have up to 12,289
tokens (16,385 - 4,096) to ensure the model can generate an
output of up to 4,096 tokens. Based on the token encoding
method of the GPT-3.5-turbo model, we have analyzed all the
conversations in our experiments. The results indicate that in
the code generation tasks for the Scala language on the MBXP
dataset, the self-verification in the Test Report conversation
had a maximum input size of 4,188 (< 12,289) tokens. Thus,
the context size limit of the model did not pose any issues for
our experimental process.

Reproducibility of Our Findings. The responses generated
by ChatGPT are non-deterministic, meaning that even the
same prompt can produce different answers. Therefore, we
have conducted several experiments to demonstrate the robust-
ness and reproducibility of our findings, utilizing both GPT-3.5
and GPT-4 models to ensure that our results are not confined to
a specific model. We also examine the impact of changing the
temperature parameter and rewriting task prompts. Although
some fluctuations occur, they are generally minor and confirm
the consistency of our findings under different conditions. To
address these concerns further and enhance transparency and
reproducibility, we have made our experimental data and code

Shttps://platform.openai.com/docs/models/gpt-3-5-turbo
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replication package publicly accessible online.

IX. RELATED WORK

LLMs for Software Engineering. Recently, researchers
have proposed various fine-tuning and prompt engineering
approaches to further enhance the performance of LLMs on
specific coding tasks. For the code generation task, Chen et
al. [39] proposed to employ Codex to create test cases in
a zero-shot manner, which were employed to improve the
correctness of its generated code. Madaan et al. [40] employed
program trajectories to fine-tune LLMs for enhancing code
generation. Jiang et al. [41] introduced a two-phase approach
to code generation, involving LLMs generating code-writing
plans before the final implementation. Dong et al. [1] and
Qian et al. [3] suggested a cooperative approach where LLMs
like ChatGPT adopt multiple roles (analyst, coder, and tester)
to collaboratively tackle code generation tasks. Although
these studies enabled ChatGPT to function as a tester by
generating test reports for the generated code and resolving
bugs based on these reports, they did not explicitly evaluate
the efficacy of these generated test reports in validating the
generated code (i.e., ChatGPT’s self-verification capability).
Ni et al. [42] fine-tuned the model by training a validator
to determine whether programs sampled from LLMs were
correct to improve language-to-code generation. Ali et al. [43]
reduced memory usage during training by optimizing the rank
decomposition matrix of the base model. Thakur et al. [44]
fine-tuned LLMs by evaluating the functional correctness of
the generated Verilog code. For code completion, Zhang et
al. [6] and Liu et al. [45] have proposed the increased usage
of intra-repository information. They employed a retrieve-
then-generate model to assist ChatGPT with retrieved code
examples. Guo et al. [46] pre-trained on a corpus of high-
quality project-level code to enhance code-completion capa-
bilities. For the program repair task, Chen et al. [47] and
Kang et al. [48] allowed LLMs to generate both explanations
and code patches based on the execution results derived from
code interpreters. Jin et al. [49] involved mining referential
bugs and their respective fixes from real software development
workflows, and utilized this information to enable Codex to
repair programs. Xia et al. [50], Jiang et al. [19], and Fan et
al. [51] employed collected program repair datasets to fine-
tune LLMs and observed that using fine-tuned LLMs resulted
in improved program repair performances. Berabi et al. [52]
improved the performance of fixing security vulnerabilities by
reducing code length and utilizing LLMs.

The Hallucination of LLMs. Rawte et al. [53] classified
types of hallucination phenomena of LLMs and established
evaluation criteria. Shen et al. [54] conducted a comprehensive
measurement of ChatGPT’s reliability in generic question-and-
answer scenarios, and revealed that ChatGPT often presented
opinions as facts or included imaginary specifics without
proper qualification. Liu et al. [55] and Tian [56] sum-
marized and categorized the code hallucinations in LLM-
generated code. Miindler et al. [11] conducted an analysis
of self-contradiction hallucinations in which LLMs generate
two contradictory sentences within the same context, thereby

revealing the lack of factuality in these models. Jang et al. [57]
found self-contradictory hallucination in terms of semantic
consistency, negation consistency, and symmetric consistency.
They observed that ChatGPT perceived two sentences with the
same meaning as expressing identical intentions. Interestingly,
even when one of the sentences was modified with a negation
word, ChatGPT still predicted that both sentences conveyed
the same meaning. In the context of code-related tasks, Ma et
al. [58] highlighted ChatGPT’s susceptibility to hallucination
when interpreting code semantic structures and fabricating
nonexistent facts. White et al. [59] discovered that ChatGPT
had a tendency to confidently and enthusiastically hallucinate
incorrect output, underscoring the need for careful scrutiny
by human users. Different from the aforementioned studies,
our research presents the first exploration of self-contradiction
hallucinations in code-related tasks.

Bug detection and vulnerability detection using LLMs.
Recently, LLMs have also been used for bug detection [60]-
[63] and vulnerability detection [36]-[38] tasks. For example,
Kang et al. [61] proposed AutoFL, a GPT-4-based fault
localization method that not only identified fault locations but
also generated explanations for the bugs. The results showed
that AutoFL outperformed existing techniques at the method
level, achieving a Precision@5 value of 71% and providing
accurate explanations for 56.7% of all bugs. Zhou et al. [36]
found that when directly asked to identify vulnerabilities in
methods, GPT-4 achieved an accuracy of 60.3%, a precision
of 67.3%, a recall of 40.2%, and an F1 score of 50.3%.
The aforementioned works verified the performance of LLMs
in bug detection and vulnerability detection on task-specific
datasets (externally produced code solutions). However, with
the increasing popularity of using LLMs in code-related tasks
within multi-agent scenarios [1], [3], [64], there is a lack
of research on how well LLMs can simultaneously act as
both developers and testers to self-verify the correctness of
their own generated code. Therefore, our study investigates
ChatGPT’s self-verification capabilities in code-related tasks
and explores whether ChatGPT, when acting in this dual role,
exhibits self-contradictory hallucinations.

Al-Generated Content Detection. Detecting Artificial
Intelligence-Generated Content (AIGC) is crucial for promot-
ing responsible and ethical use of such content. To effectively
detect whether a given natural language text is generated by
Al, numerous text detection methods [65]-[67] have been
developed in academia and industry. For example, Liu et al.
[67] proposed a detector using a support vector machine and
RoBERTa, successfully distinguishing Al-generated essays
from human ones. Similarly, Liao et al. [68] demonstrated
the efficacy of a BERT-based model in detecting medical
texts generated by ChatGPT. However, detecting Al-generated
code presents a challenge. Wang et al. [69] conducted the
first empirical study to evaluate existing AIGC detectors
in identifying whether code-related content is generated by
ChatGPT. The study revealed that existing detectors exhibited
lower performance on code-related data compared to natural
language data. Our work focuses on utilizing ChatGPT to
self-verify whether the code content it produces meets the
requirements, instead of relying on external detectors, which
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differs from Wang et al.’s study [69].

X. CONCLUSION

In this paper, we conduct the first empirical study that
evaluates ChatGPT’s self-verification capabilities in code com-
pletion, code generation, and program repair. We first ask
ChatGPT to generate the correct code, complete the code
and ensure that the completed code has no vulnerabilities,
and repair the buggy code. Then, we ask ChatGPT to self-
verify the correctness of the generated code, the presence of
vulnerabilities in code completions, or the success of code
repairs. We employ three types of verification prompts for this
study: direct question, guiding question, and test report. The
results reveal that (1) ChatGPT frequently makes erroneous
predictions during self-verification, incorrectly labeling its
generated code as correct, completed code as non-vulnerable,
and program repairs as successful. (2) There are some in-
stances of self-contradictory hallucinations in ChatGPT’s be-
havior, where it initially generates code or completions that
it deems correct or secure but later contradicts this belief
during self-verification. (3) The self-verification capability of
ChatGPT can be enhanced by asking the guiding question,
which queries whether ChatGPT agrees with assertions about
incorrectly generated or repaired code and vulnerabilities in
completed code. (4) Using a test report generated by Chat-
GPT can identify more vulnerabilities in completed code, but
the explanations in the test report are mostly incorrect for
incorrectly generated code and failed repairs. Based on these
results, several implications are derived for further research.
Our source code and experimental results are available at
https://figshare.com/s/4b51f0b8a2cdal7d08be.
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